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PREFACE
This publication provides customer The major divisions of the prdjram and
engineers and other technical personnel the relationships among them are also
with information describing the internal described in this section.
organization and 1logic of the 1level E
linkage editor. It is part of an inte- 2. B section describing each major divi-
grated library of IBM System/360 Operating sion of the 15K and 18K versions of
System Program Logic Manuals. Other publi- linkage editor E. Each major division
cations that are required for an under- is discussed in sufficient Jetail to
standing of the linkage editor are: enable the reader to understand its
basic functions, and to provide a
IBM System/360 Operating System: Intro- frame of reference for the comments
duction to Control Program Logic, Pro- and coding supplied in the program
gram Logic Manual, Y28-6605 listing. Common data, such as tables,
control blocks, and work areas, are
IBM System/360 Operating System: Con- discussed only to the extent required
cepts and Facilities, C28-6535 to understand the logic of the major
divisions. Flowcharts are included at
iBM System/360 Operating System: the end of this section.
Assembler Langquage, C28-6514
3. An Appendix, containing:
The reader should also refer to the
co-requisite publication: IBM_ System/ a. The input conventions and record
360 Operating System: Linkage Editor formats for the linkage editor.
and Loader, C28-6538
b. The layouts of tables, which may
not be essential for an under-
This manual consists of three parts: standing of the basic logic of the
program, but are essential for
1. An Introducticn, describing the 1link- analysis of storage dumps.
age editor as a whole, including its
relationship to the operating system. If more detailed information is
regquired, the reader should refer to the
comments, remarks, and coding in the 1link-

age editor program listings.
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This section provides general informa-
tion describing the purpose, organization,
and internal operation of the linkage edi-
tor, and its relationship to the operating
system.

The level E linkage editor is available
in 15K and 18K versions; they differ in
speed, table sizes, and overlay structure.
All versions of the linkage editor operate
in essentially the same manner.

PURPOSE OF LINKAGE EDITOR

The linkage editor is one of the proces-
sing programs of IBM System/360 Operating
System. It is a service program used in
association with the 1language translators
to prepare machine-language programs from
symbolic-language programs written in FOR-
TRAN, COBOL, report program generator, the
assembler language, or PL/I. Linkage edi-
tor processing is a necessary step that
follows source program assembly or
compilation.

Linkage editor processing allows the
programmer to divide his program into sev-
eral parts, each containing one or more
control sections. Each part may then be
coded in the programming language best
suited to it and may then be separately
assembled or compiled by a language trans-
lator (under the rules applicable to each
language translator).

The primary purpose of the linkage edi-
tor is to combine and link object modules

(the output of the language translators)
into a load module in which all cross
references between control sections are

resolved as if they had been assembled or
compiled as one module. The load module
produced by the linkage editor consists of
executable machine-language code in a for-
rat that can be loaded into main storage
and relocated by program fetch.

In addition to combining and linking
object modules, the linkage editor performs
the following functions:

e Library Call Processing. Modules (such
as standard subroutines) stored in a
library can be placed in the input to
linkage editor, either automatically or
upon request. If unresolved external
references remain after all input to
the linkage editor is processed, an

SECTION 1: INTRODUCTION

call routine retri-
required to resolve

automatic library
eves the modules
the references.

e Program Modification. Control sections
can be replaced, deleted, or rearranged
(in overlay programs) during linkage
editor processing, as directed by link-
age editor control statements. Common

control sections generated by the FOR-
TRAN, PL/I, and assembler language
translators are provided locations

within the output load module.

e Overlay Module Processing. Linkage
editor prepares modules for overlay by
assigning relative locations within the
module to the overlay segments and by
inserting tables to be used by the
overlay supervisor during execution.

e Options and Error Messages. The link-

age editor can:

1. Process opecial options that over-
ride automatig library calls or
the effect of minor errors.

2. Produce a list of linkage editor
control statements that were
processed.

3. Produce coded diagnostic messages
and a directory describing those
diagnostic messages that were

printed out during linkage editor
processing.

4. Produce a module map Or Cross-

reference table of control sec-
tions in the output load module.

RELATIONSHIP TO THE OPERATING SYSTEM

The linkage editor has the same rela-
tionship to the operating system as any
other processing program. Control is
passed to the 1linkage editor in one of

three ways:

1. As a job step, when the linkage editor
is specified on an EXEC Jjob control
statement in the input stream.

2. As a subprogram, via the execution of
a CALL macro instruction (after execu-
tion of a LOAD macro instruction), a
LINK macro instruction, or an XCTL
macro instruction.

Section 1: Introduction 7



3. As a subtask, in multitasking systems,
via execution of the ATTACH macro
instruction.

GENERAL DESCRIPTION

Linkage editor input may consist of a
combination of cbject modules, load
modules, and linkage editor control state-

ments. The prime function of the linkage
editor is to combine these modules, in
accordance with requirements stated on con-
trol statements, into a single output load

module that can be relocated and loaded
into main storage by program fetch for
execution. Output load modules are placed

in partitioned data sets (libraries).

Each module to be processed by 1linkage
editor has an origin that was assigned

during assembly, during compilation, or
during a previous execution of the linkage
editor. Each module in the input to 1link-

age editor may contain symbolic references
to control sections in other modules; such
references are called external references.

To produce an executable load

module, the linkage editor:

output

1. Assigns relative main storage
addresses to the control sections to
be included in the output module.
Since each input module has an origin
that was assigned independently by a
language translator, the order of the
addresses in the input is unpredict-
able. (Two input modules, for
example, may have the same origin.)
Linkage editor assigns an origin to
the first control section and then
assigns addresses, relative to this
origin, +to all other control sections
in the output.*® Each item in a control
section 1is relocated the same number
of bytes as the control section
origin.

external references in the
modules. Cross references
between control sections in different
modules are symbolic, and must be
resolved (translated into relocatable
machine addresses), relative to the
contiguous main storage addresses
assigned to the output 1load module.
These symbolic cross-references are
made by means of address constants.
The 1linkage editor calculates the new
address of each relocatable expression

2. Resolves
input

1If the program is in overlay, an origin is
assigned to the first: control section in
each segment. Within each segment, conti-
guous addresses are assigned relative to
the segment origin.

in a control section and determines
the assigned origin (value) of the
item to which it refers.

Linkage editor processing is affected by
specified options, operations requested on
control statements, module attributes con-
tained in partitioned data set directories,
and control information contained within
the modules themselves. The following
paragraphs describe the relationship of
module structure and module attributes to
linkage editor processing.

MODULE STRUCTURE

Object modules and load modules have the
same basic logical structure (see Figure
1) . Each consists of:

¢ Control dictionaries, containing the
information necessary to resolve sym—
bolic cross references between control
sections of different modules, and to
relocate address constants.

e Text, containing the instructions and
data of the program.

*» An end of module (EOM) indicator (END
statement in object modules; EOM indi-
cation in load modules).

translator wusually pro-
of control dictionaries:
(ESD) and a

Each language
duces two kinds
an external symbol dictionary
relocation dictionary (RID). An obiject
module always contains an ESD; a load
module contains an ESD, unless it is marked
with the "not editable" attribute. Object
and load modules wusually contain an RILD
(unless there are no relocatable address
constants in the module). A control dic-
tionary entry is generated whenever an
external symbol, an address constant, or
the beginning of a control section is
processed by a language translator.

Input Qutput

Object Module Load Module
BN
ESD ::: CESD
Linkage Control
™T Editor ontro
RLD S~ | TXT
END EOM/RLD
Figure 1. Linkage Editor Processing -

Simple Case

External Symbol Dictionary

The external symbol dictionary contains
entries for all external symbols defined or
referred to within a module. (An external
symbol is one that is defined in one module
and can be referred to in another.) Each
entry identifies a symbol, or a symbol
reference, and gives its location, if any,



within the module. When combining input
modules, linkage editor resolves references
between different input modules by matching
the referenced symbols to defined symbols;
it does this by searching for the external
symbol definitions in each input module's
ESD. There is an ESD entry for each named
control section and each named common area.
The ESD also contains entries that identify
unnamed control sections and unnamed common
areas.

Relocation Dictionary

The relocation dictionary (RLD) lists
all relocatable address constants that must
be modified when the linkage editor pro-
duces an output load module. The linkage
editor uses the RLD whenever it processes a
module. The RLD is also used to adjust the
value of address constants after program
fetch reads an output load module from a
library and loads it into main storage for
execution. The RLD contains at least one
entry for every relocatable address con-—
stant in a module. An RLD entry identifies
an address constant by indicating both
its location within a control section and
the external symbol (in the ESD) whose
value must be used to compute the value of
the address constant.

Composite Dictionaries

An output load module is composed of all
input object modules and input load modules
processed by the 1linkage editor (except
those that are replaced or deleted). The
control dictionaries of an output module
are therefore a composite of all the con-
trol dictionaries in the linkage editor
input. The control dictionaries of a 1load
module are called the composite ESD (CESD)
and the RLD.

Figure 2 shows how the control dic-
tionaries of two input modules are combined
into composite dictionaries by the linkage
editor. The control dictionaries and their
associated text are interrelated through a
system of line numbers and pointers.
Within an input module, each ESD item on
which an address constant may depend has a
1line number (ESD identifier, or ESD 1ID);
the 1line number indicates the position of
the item, relative to the other ESD items
associated with the text.?' Every item of

text in an object or 1locad module has
associated control information that
describes it. This control information

includes the ESD ID of the ESD item for the

1In an object module, one type of ESD item
(LD) may not have associated text or
address constants that depend on it.
(Refer to "ESD Processor.") Such ESD items
are excluded from the numbering system.

control section that contains the text.
(In Figure 2, the ESD ID of the text itemnm
that contains X and Y points to line 1 of
the ESD for input module 1. The ESD ID of
the text item containing Z points to line 1
of the ESD for input module 2.)

Each RID item must point to two ESD
items:

1. The ESD item for the symbol on which
the address constant depends. This is
referred to by the RLD relocation
pointer (R pointer).

2. The ESD item for the control section
that contains the address constant.
This is referred to by the RLD posi-

tion pointer (P pointer).

In input module 1, X and Y are address
constants. X refers to the ESD item for
the control section in which it resides
(CSECT2) ; therefore, both pointers of its
associated RLD item refer to the ESD entry
for the control section (line 1) . Y refers
fo an external reference symbol (CSECTC) ;
therefore, the R pointer of its associated
RLD points to the ESD entry for the extern-
al reference (line 2), whereas the P point-

er refers to the ESD entry for its control
section (line 1).
When the linkage editor combines the

input modules, it must maintain this system
of pointers by renumbering the ESD items to

reflect their relative positions in the
CESD of the output module. It must also
update the RLD pointers and control infor-

mation for the text so that they refer to
the renumbered CESD items; the resulting
CESD and RLD items are shown in Figure 2.

Note: Figure 2 1is intended to show only
the relationship between ESD, text, and RLD
items before and after linkage editor pro-—
cessing; the output module structure shown
applies only to the level E linkage editor.

Options

Module
selected options.

structure also depends on
Figure 1 shows a simple
case in which a single object module,
containing only one control section, is
processed by the linkage editor for block
loading.

Figure 3 shows the processing of an
object module and a load module, each
containing several control sections. In
this example, test translator macro
instructions were included in an assembler
language source program and test symbol
(SYM) records were produced by the assembl-
er language translator. The TEST and over-
lay options have been specified on the
execute (EXEC) statement and overlay con-

Section 1: Introduction 9
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Input Module 1
ESD
Symbol Type | Origin :.Sngth/
———»  CSECT A SD 000 500 _re——r
—® _CSECT C ER | 000 0
CSECT B SD | 500 1000
T 300
X X 400
; AV ]
T
X
T
RLD
R P Flag Address
T o] 1w F 300 \\\‘
T2 [ T le F 400  —
\ A\
Input Module 2
ESD
Symbol Type |Origin |'.I§ngth
» CSECT C | SD 000 2000

r
B

RLD

F R_| P [ Flag | Address |
T o T o F T 200

N J

e Figure 2. Combining Control Dictionaries

trol statements have been included in the
input +to 1linkage editor. With these
options, the output load module produced by
the linkage editor contains:

» SYM records to be used by the test
translator. (If the TEST option is not
specified on the EXEC statement, SYM
records in input are not included in
the output load module) . These records
contain blocked SYM and ESD statements
created during a previous execution of
linkage editor. SYM records in 1load
modules are passed through the linkage
editor unmodified to the output device.

s A composite ESD. CESD records contain
the ESD items for the module. There is
a maximum of 15 ESD items per record on
the output device. The first eight
bytes of the CESD record contain con-
trol information pertaining to the ESD
items in the record. This information
consists of the ESD ID of the first ESD
item and the number of bytes of ESD
items in the record.

e A control record, or a composite
control/RID record, preceding each text
record. The RLD portion, if present,
contains the RLD items used to relocate

10
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*  Output Module

Symbol Type | Origin :'Sngth /
CSECT A SDh 000 500
CSECT C sD 500 2000
CSECT B SD 2500 1000

—]
| B
L
J— ;I'( 300 400
ik
~N RLD
R P Flag Address
¢ 1 ¢ |1 F 300 e
™ 2 'Y F 400 ot

RLD
P [ Flag | Address ]
2|

F [ 700 e

(

—-x

the previous text.?' The control portion
may contain:

1. An end of segment (EOS) indication,
if the following text record is the

last text record of an overlay
segment.?
2. An end of module (EOM) indication,

if the following text record is the
last text record of the module.?2

3. The number of bytes of RLD informa-
tion that follow, if it is a compo-
site control/RLD record.

4. The number of bytes of control
information.
1If there is a large number of RLD items

for the previous text, there may be several
RLD records preceding the next text record.
The last of these is a control/RLD record.

2If there are no RLD items for the last

text record, the control record that pre-
cedes the text contains the EOS or EOM
indication. If there are RLD items, the
EOS or EOM follows the text record. (See

Figure 3.)
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* RLD items exist for previous TXT record;
therefore, EOM/RLD follows TXT record.

** No RLD items for last TXT record;
therefore, EOM precedes TXT record.

Any overlay statements in the load module
are ignored.

Figure 3.

The control portion also contains the
IDs of the control sections in the
following text record, the number of
bytes of text for each 1ID, and a
channel command word (CCW). The chan-
nel command word contains the address
assigned by the linkage editor to the
first byte of that record, plus the
total 1length of the record. This
information is used by program fetch to
read the following text.

Text for each control section. Text
records contain the code and data for
the module. In overlay, the linkage
editor produces two special types of
text records, the segment table (SEG-
TAB) and entry table (ENTAB). The
SEGTAB, located in the root segment, is
used by the overlay supervisor to keep
track of the relationship of segments
during execution. The ENTAB is a

Linkage
Editor

the scatter loading and test options
requested.
load module ccntains:

11/15/68

Qutput
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Module

SYmM
CESD
Control
Record
SEGTAB
Control
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Control/
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ENTAB
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Control
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X1
Control,”
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ENTAB
EQCS/

RLD Record
Control

| Record

! TXT

Segment 1
(Root
Segment}

Segment 2

Control/
RLD Record
ENTAB
EOS/

RLD Record
Control/
EOM

TXT

Segment N

Note
List

Linkage Editor Processing - Using Overlay and Test Options

separate control section that may Le
created by the linkage editor in each
overlay segment. An ENTAB is used by
the overlay supervisor to determine the
segment to be loaded when a segment not
in the path is referred to.

A _ note 1list. The note list gives the
locaticn of each overlay segment in the
output module library.

Figure U4 shows the module structure when
are
With these options, the output

e SYM records.

e A composite ESD.

e A scatter/translation

record used by

program fetch to compute the relocated

Section 1: Introduction 11
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Figure 4.

addresses required for scatter loading
the module into the main storage. The
record contains a scatter table and a
translation table. The scatter table
is a list of control section addresses;
the translation table correlates the

CESD entry for each control section
with the address indicated in the
scatter table. (When a load module in

scatter format is processed again by
the linkage editor, this information is
ignored.)

¢ Text for ezch control section, preceded
by a control/RLD record describing it.
(Any RLDs pertaining to a text recoxd
are contained in the control/RLD record
that follows it.)

e An EOM indication that marks the end of
the module.

The Appendix (Section 3) contains the

format of each record type.

MODULE ATTRIBUTES

when the linkage editor generates a load
module in a library (partitioned data set)
it places an entry for the module in the
PDS directory. This entry contains "attri-
butes" describing the structure, content,
and logical format of the load module. The
control program uses these attributes to
determine how a module is to be 1loaded,
what it contains, if it 1is executalkle,
whether it is executable more than once
without reloading, and if it can be
executed by concurrent tasks.

Some module attributes can be specified
by the programmer; others are specified by

12

Output

SYM

CESD
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Load Translation
Module Record

Control

TXT

Linkage
Editor

Control /RLD
TXT

%

e

~———
Control /RLD
T

EOM/RLD

Linkage Editor Processing - Using Scatter Load and Test Options

the linkage editor as a result of informa-
tion gathered during processing. In the
following list, attributes marked with an
asterisk cannot be specified by the
programmer :

e Reenterable. A reenterakle module can
be executed by more than one task at a
time and cannot be modified by itself
or by any other module during execu-
tion; i.e., a task may begin executing
a reenterable module before a previous
task has finished executing it.

e Serially Reusable. A serially reusable
module will be executed by only one
task at a time, and it will either
initialize itself and/or it will
restore any instructions or any data in
the module that it alters during its
execution.

e Overlay format. A load mcdule struc-
tured for overlay includes a segment
table (SEGTAB) to enable the overlay
supervisor to load the proper segments,
and at least one ENTAB to assist in
passing control from one segment to
another. If a load module has the
overlay format attribute, the reenter-

able, reusable, refreshable, hierarchy,
and scatter attributes cannot be pre-
sent.

» Hierarchy format. When a HIARCHY
statement is detected, the "number" and
"name" operand values are used in
building the scatter table and transla-
tion table. The high-order byte of
each CSECT address entry contains the
hierarchy number that is included in
the GETMAIN request for main storage
for program loading.
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Test. If this module is an assembler
language program and testing by the
test translator is desired, this attri-
bute can be specified. Test will cause
SYM records to be written. If the TEST
attribute is specified, the module can-
not be reenterable or serially
reusable.

Only loadable. This attribute indi-
cates that the control program may load
this module only via the LOAD macro

instruction.

Scatter format. A load module in
scatter format is suitable for block or
scatter loading. The scatter-
translation table and the relocation
dictionary maintain 1logical linkage
between scattered control sections

when program fetch loads them into main
storage.

*Block format. If neither the overlay
nor scatter attributes are specified,
it 1is implied that the module can only
be block loaded. The control program
will 1load the module only if enough
contiguous main storage space is avail-
able for the entire module.

This attribute indicates
that 1linkage editor did not find any
errors that would prevent successful
execution. If this attribute is not
present the control program will not
load the module.

*Executable.

contains one text record and no
relocation dictionary records. This
attribute indicates that the control
program does not have to allocate main
storage for relocation dictionary items
when loading the module. It also indi-
cates that the first text record is the
last one; there is no control record
following it. The entire module can be
read by program fetch in a single read
operation.

Module

*Linkage editor assigned origin of
first text record is =zero. If this
attribute is present, the first byte of
instruction or data in the first text
record is assigned to location zero.

*Entry point assigned by linkage editor

is__zero. Indicates that the entry
point 1is at the first byte of the
module.

*No relocation dictionary items pres-

ent. Indicates to the control program
that no allocation of main storage is

necessary +to receive relocation dic-
tionary items when program fetch loads
them into main storage.

e Not editable. Indicates that the load
module cannot be accepted by the 1link-
age editor for subsequent processing.
(For example, the programmer may drop
the CESD from an output load module in
order to conserve space on the library;
such a load module cannot be repro-
cessed by linkage editor.)

e Symbol statements present. If a module
produced by the assembler 1language
translator is to be tested by the test
translator, it may contain a testing
symbol dictionary. 1In a load module,
this dictionary contains the informa-
tion from the symbol statement images
that were input to linkage editor.

e Refreshable. A refreshable module can-
not be modified by itself or by any
other module during execution; i.e., a
refreshable module can be replaced by a
new copy during execution by a recovery

management routine without changing
either the sequence or the results of
processing. (For details on recovery

management, refer to the publication:
IEM System/360 Operating System: Con-
cepts and Facilities, Form C28-6535.)

MAIN STORAGE HIFRARCHY SUPPORT

If Main Storage Hierarchy Support for
IBM 2361 Models 1 and 2 is included in the
system, the linkage editor produces 1load
modules which can be 1loaded into either
processor storage or IBM 2361 Core Storage
by the control program. If the HIAR param-
eter is specified in the PARM field of the
EXEC statement, the linkage editor is ini-
tialized to accept the HIARCHY control
statement. This statement specifies the
storage hierarchy (0 for processor storage
and 1 for IBM 2361 Core Storage) into which
the CSECTs identified in the statement are
to be loaded.

MAJOR DIVISIONS OF LINKAGE EDITOR

Linkage editor processing consists of

five sequential operations:

1. Initial processing.

2. Input processing.

3. Intermediate processing.
4. Second pass processing.
5. Final processing.

Section 1: Introduction 13
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INITIAL PROCESSING

Initial processing begins when the con-
trol program passes control to the linkage
editor. During this operation, the linkage
editor prepares for all subsequent opera-
tions. The initial processor:

e Uses data management facilities to open
data sets to be used during linkage
editor processing.

s Interprets the options and attributes
specified by the programmer and saves
them in an all purpose table (APT).

e Uses task management facilities to
obtain main storage space for internal
tables, work areas, and input/output
buffer areas used in linkage editor
processing.

After initial processing, control is
passed to the input processor.

INPUT PROCESSING (FIRST PASS)

All input to the 1linkage editor is
processed during the first pass. Input
records are read, checked for validity,
identified, and processed as required. The
text and RLD items that are to be part of
the output load module are written on the
intermediate data set (SYSUT1). Linkage
editor control statements are interpreted
and processed and the CESD is built in main
storage. SYM records in the input are
gathered and written out directly on the
output device as part of the output load
module. After all input has been received
and processed, control is passed to inter-
mediate processing.

INTERMEDIATE PROCESSING

Intermediate processing consists basi-

cally of +two operations: address assign-
ment and intermediate output processing.
Relative machine addresses are assigned to

all external symbols that are to be con-
tained in the output load module, to the
module entry point, and also to any alter-
native entry points dJdefined by the user
with ALIAS statements. The intermediate
output processor places the CESD and, if
required, the SEGTAB or scatter translation
table in the output module library.

SECOND PASS PROCESSING
During second pass processing, the text
and RID items are read from the intermedi-

ate data set, address constants in the text
are relocated, and the records that make up

14

the output module are written on the output
module library (SYSLMOD).

FINAL PROCESSING

Final processing completes the 1library
directory entry for the output load module
and places it on the output module library.
If the module is structured for overlay,
the final processor writes out on SYSIMOD a
note 1list that indicates the location of
each segment in the output module library.
If any coded diagnostic messages were writ-
ten out on SYSPRINT during linkage editor
processing, a directory explaining these
coded messages is written. If specified, a
module map or cross-reference table is
produced. If a multiple execution of the
linkage editor is specified, control
returns to initial processing; otherwise,
control is returned to the caller.

INPUT/OUTPUT FLOW

Four data sets
linkage editor processing;
and functions are:

must be specified for
their ddnames

e SYSLIN. This is the
data set,"™ containing object modules
and control statements. All input from
SYSLIN must be in 80-column card image
format. The SYSLIN source may be a
card reader, magnetic tape, a direct-
access device, or a concatenation of
data sets from different types of input
devices.1

"primary input

e SYSPRINT. This is the "diagnostic out-
put data set." Diagnostic messages,
the module map, and the cross-reference
table are written on SYSPRINT. (In the
Sequential Scheduling System, the SYs-
PRINT device is normally a printer or
magnetic tape.)

e SYSUT1. This is the "intermediate data
set." Linkage editor wuses this data
set for temporary storage of text and
RLD items being processed. SYSUT1 must
be on a direct-access volume.

e SYSLMOD. This is the "output module
data set."™ It is a partitioned data
set on a direct-access volume. SYSLMOD
contains load modules; their attributes
are described in the user's portion of
the directory entry for the member.

An additional data set, SYSLIB, is used
by linkage editor if there are any automat-
ic 1library calls to be processed. SYSLIB

1A concatenation of data sets cannot con-
tain both object and load modules.
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can be defined only as a partitioned data
set. The members of SYSLIB can be either
load modules or object modules (but object
and load modules cannot be contained in the
same PDS). When SYSLIB is opened, the
linkage editor determines whether the PDS
contains object or load modules by checking
the format in the data control block (DCB).
If the PDS contains object modules, the
record format (RECFM) field of the DCB
indicates "fixed (F) format"; if it con—-
tains 1load modules, the DCB indicates
"unknown (U) format". (Load module records
are of variable 1length.) If SYSLIB con-
tains object modules, the 1linkage editor
ignores the wuser's portions of the PDS
directory entries for the object modules.

Other data sets may be read by linkage
editor when it processes INCLUDE or LIBRARY
statements specifying ddnames. Data sets
read into main storage with INCLUDE state-

ments may be either sequential or parti-
tioned. SYSLIB and data sets specified in
LIBRARY statements for use by automatic

library call must be partitioned.

The attributes for the "execute linkage
editor" job step are the attributes speci-

11/15/68

fied on the EXEC statement. These attri-
butes may be modified if a load module
having different attributes is processed.

Figure 5 shows the input/output flow.
During the initial processing, SYSLIN,
SYSPRINT, SYSUT1, and SYSLMOD are opened.
During input processing, the primary input
is read from SYSLIN. If an INCLUDE state-
ment is read in the primary input, the data
set whose ddname is specified on the state-
ment is opened, and is processed.

At the end of all SYSLIN input, SYSLIB
and any other data sets whose ddnames are
specified on LIBRARY statements are pro-
cessed through automatic library calls.

If the TEST option has bLeen selected,
SYM records are written during input pro-
cessing; text and RLD items are written
sequentially on SYSUT1. The location of
each text record on SYSUT1 is entered in a
text note 1list. The location of each RLD
record on SYSUT1 is entered in an RID note
list. If either note list overflows, it is
written out on SYSUT1.

Section 1: Introduction 14.1



SYSPRINT

SYSLIN
Primary Initial giatgnorstic
- urpu
an:l: R Processing ’ Dmf Set
T
Additional 1
Input :
Sources i
|
H S
Input
r__ Processing
|
|
|
SYSLIB ‘
- .
R L
Call |nterme.d-ute
Library Processing
\_)
[
|
|
SYSUTI | SYSLMOD
) !
Inter- Second Pass Output
mediate > Processing L Module
Data Set Library
\_/ :
|
|
1
Final —
Processing
 —

Figure 5. Input/Output Flow

In intermediate processing, the CESD is
written on SYSLMOD (unless the not editable
attribute is indicated). If a scatter
table, translation table, or SEGTAB is
required, it 1is also written on SYSLMOD.
The note lists for the text and RLD items
on SYSUT1 are read into main storage.

During second pass processing, text and
RLD records are read into main storage from
SYSUT1 in the order of assigned addresses
within each segment (using the note lists
to find the records) and are written out on
SYSLMOD.

In final processing, the member name and
any alias names are entered into the PDS
directory entry of the output load module,
via the STOW macro instruction. If any
coded diagnostic messages were written on
SYSPRINT during linkage editor processing,
a diagnostic message directory containing
error message text is written out on SYS-
PRINT. If a module map or cross-reference
table was requested, SYSLMOD is closed, and
then reopened as an input source. The CESD

is read into main storage from SYSLMOD to
be used in producing the module map. If a
cross-reference table was requested, the
RLD iters are also read from SYSLMOD; at
the end c¢f final processing, SYSLMOD is
closed. All other data sets are then
closed and control is returned to the
calling program, unless the SYSLIN input
during input processing was terminated by a
NAME statement. If a NAME statement termi-
nated the primary input, control is
returned to initial processing and SYSLMOD
is opened for output. When a NAME state-
ment 1is used to produce multiple 1load
modules in a single execution of linkage
editor, SYSLIN, SYSPRINT, and SYSUT1 remain
open for the entire execution. (A pointer
in the DCB for SYSUT1 is repositioned to
the beginning of extent of SYSUT1 after
each load module is produced.) If neither
a module map nor a cross-reference table is
requested, SYSLMOD remains open for output.

INTERNAL DATA FLOW

A generalized representation of internal
data flow during linkage editor processing
is given in Figure 6. A pointer in the
SYSLIN or SYSLIB read block indicates the
input source from which data is to be read.
The input data 1is then read in and proc-
essed in the following manner:

Input records from SYSLIN are read into
the SYSLIN buffer. (SYSLIN contains only
object mcdules.) Object modules from SYS-

LIB are read into the SYSLIN kuffer, where-
as locad modules from SYSLIB are read into
the load wodule buffer. During input proc-
essing, SYM information is gathered in the
load module kuffer, text is gathered in the
input text buffer, RLD records are proc-

essed in the input RILD buffer, and ESD

records are combined into the composite
ESD. Text and RILDs are written out on
SYSUT1, while SYM records are written

directly on SYSLMOD. CESD, SEGTAB, and
scatter/translation records are written out
on SYSLMOD during intermediate processing.
During second pass processing, any RLD
itews that were placed on SYSUT1 are read
back into the second pass RLD kuffer; any
text that was stored on SYSUT1 is read back
into the second pass text buffer. (Two
second pass text buffers are used for
input/output overlap.) For overlay
modules, ENTAB RLD items are produced in
the ENTAB RID buffer. (The ENTAB itself is
built in the second pass text buffer.)
After address constants in the text have
been relocated, text, RLD, and ENTAB
records are written out on SYSLMOD.

Section 1: Introduction 15
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The following text and the associated
flowcharts at the end of this section
describe the major divisions of the 15K and
18K versions of 1linkage editor E. Each
major division is further subdivided and
described to explain the general organiza-
tion and operation of linkage editor.

The major divisions of linkage editor E
are shown in chart aa.

Initial processor.

Input processor.

Address assignment processor.
Intermediate output processor.
Second pass processor.

Final processor.

The overall organization of linkage editor
E is shown in Figure 7.

INITIAL PROCESSOR

The initial processor builds an all
purpose table (APT), which contains
descriptions of other tables wused by the
linkage editor, and contains decision indi-
cators that control linkage editor opera-
tion. The APT remains in main storage
throughout the linkage editing process and
is the major communication area among
internal functions.

When the linkage editor receives control
from the job scheduler, or from another
program via a CALL (after execution of
LOAD, LINK, XCTL, or ATTACH macro instruc-
tion), control information may be passed to
it.* This information includes the attri-
butes and options that control 1linkage
editor processing. When control is passed
to the linkage editor from the job schedul-

iThe method of passing information to the
linkage editor is described in the System
Reference Library publication IBM__System/
360 Operating System: Linkage Editor and
Loader.

Section 2:

SECTION 2: DISCUSSION OF MAJOR DIVISIONS

er, the passed control information is the
information contained in the operand field
of the EXEC statement. The initial proces-
sor interprets the control information,
checks it for validity, and saves it for
later use in linkage editor processing.

A program that passes control to the
linkage editor may provide a substitute
list of ddnames to be used by the linkage
editor in place of the standard names, and
a name that is to be assigned to the output
load module in the PDS directory.

The 15K and 18K level E initial proces-
sor (IEWLEINT) (Chart BA) operates in the
following manner:

¢ After the standard ddnames (or passed
ddnames) have been entered into the
data control blocks of the data sets
used by the linkage editor, the initial
processor opens all data sets except

SYSLIB and SYSLMOD using data manage-
ment facilities. (The SYSLIB DCB is
used for automatic 1library calls or

INCLUDE statements. It is opened dur-
ing input processing only if there are
any automatic calls or INCLUDE state-
ments specifying it.)

e The initial processor sets an "unlike
attributes®” indicator in the SYSLIN
DCB. This indicates to the open rou-

tine that SYSLIN may be a concatenation

of data sets stored on different
devices.
e The attribute and option routine scans

and analyzes the control information
that was previously passed in a list to
linkage editor. The processing options
requested by the wuser and the attri-
butes to be assigned to the output load
module are compared against an option
table and noted in the all purpose
table. When mutually exclusive attri-
butes are specified for a load module,
the linkage editor ignores the incom-
patible attribute (refer to Table 1).

Discussion of Major Divisions 17
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Note: An X indicates incompatible attri-
butes: the attribute that appears lower on
the list is ignored. For example, to check
the compatibility of XREF and NE, follow
the XREF column down and the NE row across
until they intersect. Since an X appears
where they intersect, they are incompatible
attributes. NE is ignored.
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e SYSLMOD is opened, and the allocation
processor requests main storage space
for internal tables, buffers, and work
areas. The allocation processor issues
a request for a minimum requirement of
main storage space. The minimum value
depends on whether or not the module
being processed is structured for over-
lay; it includes an amount to be used
by data management functions. If suf-
ficient main storage space is avail-
able, the supervisor returns control to
the allocation processor and the space
exceeding the minimum requirement is
divided among the tables and buffers.
If sufficient main storage space is not
available, the control program will not
return control to linkage editor.

The following paragraphs describe the
allocation process in the level E version
of the linkage editor.

MAIN STORAGE ALLOCATION - 15K AND 18K

LEVEL E

To obtain the required main storage
space, the allocation processor (ALOC) :

1. Determines the excess of main storage
space allocated by the supervisor.

2. Divides the total excess by the total
weight factor. A weight factor is a
ratio based on the individual main
storage requirements of linkage editor
tables that are not fixed in size.
(Fixed tables have weight factors of
Z€ero.) The total weight factor
depends on whether or not the module
is structured for overlay.

3. Multiplies the quotient obtained in
step 2 (rounded to the nearest lower
integer) by the weight factor for each

table and adds the result to the
minimum requirement for the table.
This is done for all tables and buf-

fers used by the current module.

4. Divides the total byte count for each
table by the number of bytes per
entry, and saves the result in the all
purpose table.

5. Computes the addresses for the tables.
6. Releases excess main storage space,

noting the last address used.

When the required main storage space has
been allocated, tables are initialized, and
control is passed to the input processor.

1/31/68

INPUT PROCESSOR

Section 2:

After initial processing, control is
passed to the input processor. The input
processor performs a control function; the
operations performed depend on the nature
of the input. The input type and input
conditions are analyzed, and control is
passed to the appropriate processing rou-
tine. At the end of input, control passes
to the intermediate processor.

The 15K and 18K level E input processor
(TEWLEINP) is shown in Chart CA; it
operates in the following manner:

e Each input record is read, using one of
two read blocks. The first read block
contains the address of the SYSIIN
module buffer, the address of the SYS-
LIN DCB, and the block size and logical
record Ilength. The second read block
contains the address of the buffer for
library records (object module buffer
or load module buffer), the address of
the library DCB, and the block size and
logical record length. A pointer is
used to indicate which read block is to
be used for the input record. Initial-
1y, the pointer is set to the SYSIIN
read block. If input 1is to be read
from a library, the include processor
(Chart CO) or automatic library call
processor (Chart CP) may move the
pointer to the 1library read block at
any end-of-data condition. The reading
of input is therefore not restricted to
a particular DCB and buffer.

e If SYSLIN is a concatenation of data
sets, the current READ is reissued when
a data set boundary is crossed.

e Control is given to the control state-

ment scanner (Charts CL and CM) for all
object module records whose first
column character 1is a blank, provided

that the record is not encountered "in

nmodule." (Control statements encoun-
tered within a module cause an error
indication.)

given to either the object
(Chart CB) or load
module processor (Chart CC), depending
on the input module type. (All input
via include or automatic library call
is identified by record format. F
format indicates object modules; U for-
mat indicates load modules. Only
object modules are read from SYSLIN.)

e Control is
module processor
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e At any end-of-input (from SYSLIN or

SYSLIB) , the input processor determines
if control should be given to the
include processor or to the automatic
library call processor. The include
processor 1is given control if more
modules must be included before resum-
ing normal processing. The automatic
library call processor receives control
if the NCAL option (no automatic
library calls) was not selected and an
end-of-input on SYSLIN has occurred.
If the NCAL option was selected, con-
trol 1is passed to the address assign-
ment processor.

If a NAME statement, which may indicate
a multiple execution of linkage editor,
was detected by the control statement
scanner, processing proceeds as if an
end-of-input had occurred on SYSLIN
(the automatic 1library call processor
receives control). However, no end-of-
input indication is made so that con-
trol will be returned to the initial
processor at the end of final
processing.

If an end-o¥-input occurs on SYSLIN,
but no valid input was received, con-
trol is passed to the final processor
(Chart GA) to terminate linkage editor
processing.

Page Revised by TNL ¥Y28-2301, 1/31/68

OBJECT MODULE PROCESSOR

The 1level E object module processor is
shown in Chart CB. Object module proces-
sing consists essentially of three
operations:

1. Determination of record type.
2. Setup of general registers.
3. Special event processing.
The record type is determined by examin-
ing columns 2 through 4 of each logical
input record. For each record type, con-

trol is passed to an associated processor,
as follows:

Record

Type Processor Chart
SYM IEWLCSYM CD

ESD IEWLCESD CE,CF,CG
TXT IEWLERAT CH,CJd
RLD IEWLERAT CH,CI
END IEWLCEND CK

The general registers are loaded with
input record information to be used by the
selected processor, as described in
Table 2.

®#Table 2. General Register Information - Object Module Processing

r T -
| Input Record Type | General Register |
| (See Appendix A for} T T T 4
| Record Formats) | 3 | 4 | 5 ] 6 |
1 1 —_ } 4 4
r L] T T T 1
| SYM | | SYM Statement | | Address of SYM |
| | |byte count | | statement in |
| | | | | butfer !
1 1 } 1 ] _{
T 1 T T T

| ESD | | Number of bytes |ESDID of first |Address of firstj|
| | |of ESD informa- |ESD item on | byte of ESD in |
| | | tion | statement |buffer |
i ] { [ L 4
) T T T T h)
| TXT |Assigned address|Number of bytes |ESDID of CSECT |Address of first|
| |of first byte of jof text informa-|to which text | byte of text in |
| | text |tion |belongs |buffer |
L 1 __+__ ] 1 4
r T T T 1
| RLD | |Number of bytes | |Address of first|
| { Jof RLD informa- | |byte of RLD in |
] | Jtion | | buffer |
; 1 t 1 + {
| END |Absolute address|Length of CSECT |ESDID of CSECT | |
| Jof entry point |for which no containing entry| |
| |]on END statement|length was given|point | |
| | |in ESD item | | |
L 1 L 1 AL d
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Following 1is a description of special
event processing:

¢ When an END statement is detected, the
RLD and TXT processor is entered so
that any data still contained in the
input RLD buffer or the input text
buffer can be written out on SYSUTI1.

e If the TEST option is selected, the SYM
records from the object wodule are
gathered by the SYM processor in the
load module buffer. When the first TXT
statement in a module is encountered
(or if no text statement has been
encountered when the END statement is
detected), the SYM processor is entered
s0 that the contents of the load module
buffer can be written out on SYSLMOD
(see Chart CD).

® When control is returned from the ESD
processor, indicators in the all pur-
pose table are examined to determine
if:

1. A control section (SD, PC, or
common) was indicated on the ESD
statement.

2. The TEST option was specified.

If both conditions are met, the SYM
processor is entered to block the ESD
record with any other ESD records in
the input text buffer.

o If a control statement continuation is
expected and an okject module record is
read, an error condition occurs, and a
coded diagnostic message is produced by
the error 1logging routine. Normal
object module processing is then per-
formed on the record.

e If, during object module processing, a
statement is encountered which is not
one of the five acceptable types (SYM,
ESD, TXT, RLD, or END), an error condi-
tion occurs and a diagnostic message is
produced by the error logging routine.
The input record is then ignored.

LOAD MODULE PROCESSOR

The 1level E 1load module processor is
shown in Chart CC. Load modules included
in the input to 1linkage editor by the
include processor or the automatic 1library
call processor are processed in the follow-
ing manner:

e The input record type is determined by
an identification field (byte 1 of the

record), and control is passed to an
associated processor, as shown in
Table 3.

¢ The parameter registers are lcaded with
input record information to ke used by
the selected processor, as described in
Table 4.

o If the record is not identified as a
TXT, CESD, Scatter/Translation, SYM, or
CCW/RLD record, an error condition
occurs, and a diagnostic message 1is
printed out. The input record is
otherwise ignored.

e If the TEST option was not specified on
the EXEC statement, all SYM records are
ignored.

o If an end-of-module indication is found
in a CCW or RLD record, the END proc-
essor performs cleanup functions and
control returns to the input processor.

e When a CCW record is detected, the
following TXT record is imrediately
read into the input text buffer before
the TXT and RLD processor is entered.

e If the test option was specified on the
EXEC statement and a SYM record is
received, control is passed to the SYM
processor to write out the record as
test translation data from the load
module kbuffer (see Chart CD).

eTable 3. Record Types and Associated

Processors

ToTTT T S B 1
|Record Type|Identifier|Processor|Chart |
R f-mmm——— -4 L ——
| TXT | * | IEWLERAT |CH,CJ [
| CESD {hex '20' |IEWCESD |CE,CF,CG|
|Scatter/ i | | |
|Translation|hex '10' | (Ignored) | |
| SYM lhex '40' |IEWLCSYM |CD |
|ccw |hex '01' |IEWLERAT |CH,CI |
| CCW/RLD |hex '03' |IEWLERAT |CH,CI |
|RLD |hex '02' |IEWLERAT |CH,CI |
_ —_—d 4 —_d ___'
If end of module indication is on:

I

- T I T - 'l
|CcCwW |hex 'OD' |IEWLCEND |CK [
| CCW/RLD |hex 'OF' |IEWLCEND |CK [
|RLD lhex 'OE' |IEWLCEND |CK |
____________ Lo _ 1 —_1 -
| *Identified by preceding control record. |
L_ e 1

The following paragraphs describe the
functions, during okject and 1load module
processing, of the ESD processor, the TXT
and RLD processor, and the END processor.
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Table 4. General Register Information - Load Module Processing

Ittt s - -1
| | General Register |
|Load module f-—————————————————- T——————————— o e - T ——— 1
|Record Type | 3 | 4 | 5 | 6 |
pmmm— - } S o s 1
i SYM | |zero | | |
pmm e frmmm e T — frmm oo oo 1
| CESD | |Byte count of ESD | ESDID of first | Address of first|
| | |items in record | CESD item in | CESD item in

| | | | record | buffer |
pmmmm - T e Sy oo eem 1 - 1
| CCW | Assigned address |Level E-Byte ccunt| ESDID of CSECT | |
| | of first byte of |text in following | to which text |

| | text in following|record | belongs |

| | record | ] | |
e oo T ——— oo frmmmm o m e
| RLD | |Byte count of RLD | | Address of first|
| | |itemws in record | | RLD item in

| | | | | buffer |
L e o e R, L ——— -1

ESD PROCESSOR

When the object or load module processor
detects an ESD record, it gives control to
the ESD prccessor (Charts CE, CF, and CG).

The main function of the ESD processor
is symbol resolution. It combines the
individual ESDs in the input to linkage
editor into a composite ESD, which contains
all symbols in the input which were not
changed, deleted, or replaced. The ESD
processor vrefers to a chained REPLACE/
CHANGE list (produced by the control card
scanner) to determine which ESD items are
to be changed, deleted, or replaced. The
ESD processor also produces a renumrbering
table (RNT), which is used by the TXT, RILD,
and END processors to translate the ESD 1ID
of the input ESD items to CESD IDs.

ESD Record Types

Every object module in the input to
iinkage editor must contain at least one
ESD item. An ESD item 1is created by a
language translator whenever it finds a
symbol that 1is defined for external use.
In the assembler language, for example, ESD
items are created whenever an ENTRY, EXTRN,
COM, START, or CSECT statement, or a V-type
address constant is found. An ESD item 1is
created to define the beginning of each
control section, and to define a common
area. Each ESD item has a type assigned to
it +that indicates its function. The ESD
types are:

e Section Definition (SD). Defines the
beginning of a named control section.

e Private Code (PC). Defines the begin-
ning of an unnamed control section.
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e Label Definition (D). Defines a lakel
(symbol) whose location 1is defined
relative to the location of the control
secticn in which it is contained. An
LD-type ESD item contains the ESD ID of
the control section that contains the
label.

e Common (CM). Defines a common area for
which a main storage address is
assigned during linkage editor process-
ing. The area may be named or unnamed;
an unnamed area is referred to as a
"ftlank common" area.

e Pseudo Register (PR). Defines an area
external to the output module, but
referred to by it, for which wmwain
storage space is allocated at execution
time. The linkage editor treats PR
symbols as a block that is external to
the program. The value assigned to
each symbol is a displacement within
this klock.

e External Reference (ER). Refers to a

symbol that 1is referred +to but not
defined within an input module.
CESD Record Types and Subtypes
A load mcdule in the input to 1linkage

editor contains at least one CESD record
(240 Dbytes, maximum). The CESD recorxrd
types are the same as for ESD records, with
the following additions:

¢ Null type. This dindicates that the
item is to be ignored in any reprocess-
ing of the module by linkage editor.

(LR) .
within

This defines a
a control sec-

s Label Reference
label (symbol)




tion. An LR type CESD
bered; it contains the ESD ID of the
control section entry in the 1ID/length
field. An LR may be referenced direct-
ly by an RLD item in the same module,
whereas an LD may not. All ID items
are changed to LR items during linkage
editor processing (LDs are contained
only in object modules, never in load
modules).

entry is num-

e Private Code (PC) Marked Delete. This
is a CESD item created only for ENTABs
and SEGTABs. PC-delete entries are
placed in the renumbering takle, indi-
cating that associated TXT and RLD
information is to be deleted.

CESD items may also contain a "subtype."
The subtypes are 1listed in the internal
CESD format in Section 3.

ESD Processing

Upon receiving control from
processor, the ESD processor saves the
ESD ID of the ESD record, the number of
bytes of ESD information, and the type
field of the first ESD item. The current
segment number is placed in the ESD, unless
it is a PR type (PRs have an alignment
value in the segment number field). If the
automatic library call indicator is on, the
segment number is set to 1 so that called
modules will be placed in the root segment.
The ESD item is then processed according to
its type, in the following manner:

the input

e If the ESD item is an ER, bytes 10, 11,
and 12 are set to zero in the input
buffer (either the object wmodule buf-
fer, the SYSLIN buffer, or the load
module buffer). Byte 10 must be
cleared because the automatic library
call processor wuses it to indicate if
automatic library calls have been proc-

essea. Bytes 11 and 12 must be cleared
because any nonzero data (including
blanks) will ke entered in the delink

table if delinking is required for the
symbol. If the input item is an ER
item from an object module, the CESD
subtype field is also reset to zero to
indicate that there are no modifiers in
the subtype field.

e If a REPLACE/CHANGE function has been
requested for the input module, the
routine IEWLCRCG examines the

REPLACE/CHANGE chain that was built in
the CESD by the control statement scan-
ner and makes the appropriate modifica-
tions. For example, if the scanner
received the statement CHANGE A (B),
the CESD contains a line for A, marked
as a change statement item in the
subtype field; the next line contains
the symbol B. The ESD processor

Secticn 2:

changes the input ESD item symbol from
A to B.
¢« If the ESD item is a PC, the CESD is

not searched because each PC entry is
treated as a unique entry. The PC is
placed in the next available CESD 1line
and 1is processed in the same manner as
an SD.

¢ If the ESD item is NULL, the renumber-
ing routine is entered. (This routine
is described in "Non-Resolution
Processing”.)

e If the ESD item is an LD, the ESD
processor changes it to an LR. The
item 1is then processed as an LK.
(There are some minor differences in
processing LDs that have been changed

to 1IRs; refer to "LR (or LD) Items."
For this reason, the ESD processor sets
an internal indicator when it changes

the type to LR.)
After determining the FSD type, the ESD
processor scans the CESD for a matching
symbol. If no match is found, non-

resolution processing proceeds as shown on
Chart CF. 1If the input ESD syrkol matches
a symbol in the CESD, resolution processing
is performed as shown on Chart CG.
Resolution processing results in only one
CESD entry for each unique input FSD sym-
bol; multiple occurrences of the same input
ESD symbol are 1listed in the renumbering
table (RNT) with pointers to the single
CESD entry.

NON-RESOLUTION PROCESSING (CHART CF): If

no matching symbol is found in the CESD,

the input ESD item is processed as

described in the following paragraphs.

Sb__TItems: If the input ESD item is an SD:

* The freeline routine selects an empty
line in the CESD. The line following
the current line 1is chosen unless a
previous CESD 1line is marked null.
(Null lines are used whenever possikble
to save space.)

s The ESD processor determines if auto-
matic library calls are being proc-
essed. If automatic library calls are
being processed, an indicator is set in
the type field of the selected CESD
line. (If a module map was requested,
this indicator is checked during module
map processing. If the indicator is
set, the control section is marked with
an asterisk in the module map or cross
reference table to indicate that it was
obtained from a library during automat-
ic library call processing.)
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indicator is set in the

table to note that SDs,
PCs, or CMs were encountered in the
input record. When control returns to
the input processor, the write indica-
tor 1is tested. If it is on and the
TEST option was specified, routine
IEWLCSYM will save ESD records contain-
ing SDs, PCs, or CMs, block them into
244-byte records (including four bytes
of control information), and write them
out on SYSLMOD.

e A "write"
all-purpose

e In any input object module the ESD
processor saves the CESD line number of
the first SD entry whose length is
zero. The END processor uses this CESD
line to enter the length specified on
the END card. (Typical FORTRAN input
has the control section length on the
END card.)

e The enter routine creates a CESD entry
for the input ESD item; it moves the
symbol, length, segment number, ID, and
type into the selected CESD line.

e The renumber routine places the line
number of the new CESD entry into the
renumbering table to provide a means of
translating the input IDs to the new
CESD IDs. For example, if the input

SD item has a line number (ESDID) of 3
but the item is placed into the CESD at
line 5, 5 is placed in the third line
of the renumbering table. (For each
input ESD line, except LD lines, there
is a corresponding RNT line. The RNT
contains information for the current
module; it is set to zero at the end of
each input module.)

ER Items: If the input ESD item is an ER,
it is entered in the CESD and renumbered as
described above; no special processing is
required.

LR (oxr LD) Items:
an LR or LD:

If the input ESD item is

e The LABEL routine determines, when
processing an LR if the SD for the
control section has been processed. If
the SD has not been received, any LRs
that refer to that SD are chained
together in the CESD until the SD is
received. (The sD might be marked
replace; therefore, the LR cannot be
processed until the SD 1is received.)
Wnen the SD is received all dependent
LRs are processed. Each LR ID field is
renumbered using the renumbering table
so that it refers to the CESD ID of the
SD.

e Since LDs are not referred to by RLDs,

they are not numbered in language
translator output; therefore, LDs are
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not renumbered. The enter routine

places them directly in the CESD. If
an LD is received before the SD to
which it belongs, it is handled as an
LR.

PR Items: If the input ESD item is a

pseudc register, the current segment number
is not entered in column 12 of the ESD item
(Chart CE). Column 12 of a PR item may
contain an alignment value which indicates
that the PR must be aligned to a half-word,
full-word, or doukle-word boundary. The PR
is then processed by the freeline, enter,
and renumber routines, as described pre-
viously.

CM Items: If the input ESD item is CM, a
w"cormon" indicator is set and the item is
treated as a delete item. If the address
that was assigned to the CM item by the
language translator is not zexro, it is
saved in the delink table for later wuse.
(Two CM items with the same identifying
symbol may have different assigned address-
es; therefore, the assigned address in the
input must Dbe subtracted from all address
constants that refer to the CM items so
that they are returned to their displace-
ment value before relocation.) The CM item

is then renumbered and entered into the
CESD.

RESOLUTION PROCESSING (CHART CG): If a
matching symbol is found in the CESD, the
type fields of the input item and the

matching CESD item are compared and resolu-
tion processing 1is then performed. The
following ccnventions are observed during
resolution processing:

1. 1Input PR items may match only PR-type
entries in the CESD. If a PR-type

input item matches a necn-PR item in
the CESD, it is not treated as a
match; the CESD search for a matching

PR item continues.

2. If +the watching CESD item is marked
"chained," resolution is performed on
the item to which it is chained.

3. If the CESD line is marked null, the

match is ignored and the search con-
tinues.

4. If the CESD item is an ER produced
from a REPLACE, CHANGF, OVERLAY, or

ALIAS statement, or from the ddname
field of an INCLUDE or LIBRARY state-
ment, the match 1is ignored and the
search continues.

Matching items are
following manner:

processed in the



If the input ESD item is CM, SD, or LR,
and it matches an ER in the CESD, the
input type replaces the type indicated
in the CESD item. Non-resolution proc-
essing 1is then performed on the input
item.

If the input ESD item is an LR and it
matches a CM, SD, or LR in the CESD, a
"match" bit is set, indicating that a
double symbol definition is possible.
If the SD for the control section has
been entered in the CESD and is marked
for deletion, the label routine deletes
the label; if it 1s not marked for
deletion a "double symbol definition"
message is produced. If the SD for the
control section is not in the CESD, the
LR is chained to the matching LR; when
the SD 1is received, the LR is deleted
or a double symbol definition is pro-
duced, depending on whether or not the
SD is being deleted.

If an input PR matches a PR in the
CESD, the greater length and the most
"constrictive" boundary alignment are
placed in the CESD entry. (A double
word alignment 1is more constrictive
than full word alignment; full word is
more constrictive than half word; etc.)
The input PR entry is then renumbered
to the updated PR entry in the CESD.

If an input SD item matches an SD entry
in the CESD, automatic replacement of
the control section occurs. The input
SD item 1is entered into the CESD as a
delete-type and 1is chained to the
matching SD entry. (During second pass
processing, the assigned address of the
control section being replaced will be
subtracted ("delinked") from the
addresses of any non-branch type
address constants that refer +to the
ER-delete entry.) The SD-delete item
remains chained only while the module
is being processed; the END processor
will change the chained items to null-
type entries. (Refer to "Delinking
Non-Branch Type Address Constants.")

If an input SD item matches a CM entry
in the CESD, the greater length is
entered in the length field of the SD
entry. If the program is in overlay,
the common path routine scans SEGTAl to
find the segment in the overlay
structure that is common to both items
and places the segment number in the SD
entry. The SD item is then written
over the CM line and renumbered. (This
is referred to as "automatic promotion
of common.")

If an input SD or CM item matches an LR
in the CESD, a "double symbol
definition" message is produced and the

SD or CM item is entered in the CESD as
a delete-type item and is chained to
the matching LR entry, causing the SD
or CM to be replaced.

If the input item is CM, it may be
"plank common." Blank common may match
a PC-type CESD item because both con-
tain blanks in the symbol field. 1In
such a case, the match is ignored and
the search continues.

If an input CM item matches an SD or CM
item in the CESD, the greater of the
two lengths is entered in the CESD
item. (The CESD type is not changed.)
If the module is being processed for
overlay, the segment numker of the
segment common to both the input item
and the CESD item is also entered in
the CESD item (automatic promotion of
common) .

e Whenever an input ER item matches an ER

in the CESD, both the type and subtype
fields are examined; the ER items are
then resolved in the following manner:

1. If +the suktype fields of both ER
items are not marked, the input
iterm is not entered into the CESD;
the matching ER remains in the
CESD and a pointer to it is placed
in the renumkbering table entry for
the input item.

2. If both items are marked "delete,"”
the new ER 1is entered into the
CESD and the o0ld item remains
there so that they can be delinked
individually (in this case, the
CESD may contain two ER items for

the same symbol). Delinking 1is
descriked in "Second Pass Proc-
essor."

3. If the input ER item is marked for
deletion, but the ER item in the
CESD 1is not marked delete, the
input ER is chained to the match-
ing ER - in the CESD. The chained
ER item remains in the CESD until
the end of module is detected so
that the delink value can be
saved.

4, TIf the input ER item is not marked
for deletion and the ER item in
the CESD is marked "delete" or
"replace," the delete bit in the
subtype field 1is cleared (delete
is changed to replace) and the
item is renumbered. If the match-
ing ER item in the CESD is marked
"no call" or "library member" it
is marked "matched" before renum-
kering.
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5. 1If the input ER item is marked in

the subtype field, but is not
"delete" or "replace," it is
assumed to be "never call"; if the
matching ER item in the CESD is

"library member," routine IEWLCDCN
removes the CESD item from the
chain of library members and the
input ER item is entered into the
CESD and renumbered.

TXT AND RLD PROCESSOR - 15K AND 18K LEVEL E

When the input processor detects a TXT21
or RLD record, it gives control to the TXT
and RLD processor, passing control informa-
tion in the general registers. TXT proc-
essing is shown on Chart CJ; RLD processing
is shown on Charts CH and CI.

TXT Processing

The manner in which TXT records are
processed depends on whether they are part
of a load module or an object module. A
load module contains records in a specified
order. However, in an object module the
records may not be in the proper sequence
because the language translator may have
created them out of order. (The restric-
tions on linkage editor input are described
in the Appendix under "Input Conventions.")

Before any address constants can be
relocated within a control section of an

object module, all TXT records must be
placed in the proper order. This is done
in the input text buffer. Whereas control

sections wvary in length, the text buffer,
into which they are read has a fixed length
(1024 bytes). Therefore, a control section
longer than 1024 bytes must be divided into
portions of 1024 bytes. (The last portion

may be less than 1024 bytes.) Each divi-
sion is called a "multiplicity." For exam-
ple, a 4100-byte control section contains

five multiplicities.

When the first text record of an object
module is read, the input text buffer is
"established" for the ID of the text record
and the multiplicity in which the first
byte of text falls. The ip is
"renumbered," wusing the renumbering table,
s0 that it refers to the CESD entry for
that control section in the output module.

The TXTIOT routine enters +this ID and
muliplicity into the text I/0 table. Input
text records of the same multiplicity and

ID are moved into the input text buffer at
their proper location, relative to their

1Identified by the CCW/RLD record preceding
the text record in a load module.
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position in that multiplicity, until a

change of multiplicity or ID occurs. When
the ID or multiplicity changes, the BUFTXT
routine writes out the contents of the
input text buffer on SYSUT1, and the buffer
is established for the new ID or multi-
plicity.

If an input record contains text which

spans two multiplicities, the first part is
read into the buffer. BUFTXT then writes
out the contents of the buffer onto SYSUT1
and the remainder of the record is moved
into the Ltuffer, which is now established
to reflect the second of the two multi-
plicities. Whenever BUFTXT writes out the
contents of the input text buffer onto
SYSUT1, an entry is made in the text note
list (for each entry in the text I/O table
there is a corresponding entry in the text
note 1list). The text I/0 takle keeps a
record of each occurrence of a multiplicity
and ID which has been encountered in the
input. The text note 1list contains the
displacement of the record from the begin-
ning of the text kuffer and its relative
track address (TTR) on SYSUT1. The text
I/0 table and the text note 1list will be
used for finding the TXT on SYSUT1 during
second pass processing. The text note list
may itself be written out on SYSUT1 a
raximum of three times if processing a
large program causes it to overflow (a
fourth portion may remain in main storage);

in this case, the TTR of each part of the
text note list on SYSUT1 is entered into
the text I/0 control table.

Since TXT records belonging to load
modules have been previously processed,
they are written out on SYSUT1 as soon as
they are read into the text buffer.

Entries are made in the text I/0O table as
descriked akove. If an input TXT record ID
in a load module is marked for deletion or
replacement in the renumbering table (RNT),
or contains an invalid 1ID, control is
immediately returned to the object or load
module processor. (The record is skipped,
thereky deleting it.)

Note: When the END statement of an input
object module 1is processed, the object
module processor gives control to the TXT

processor so that the BUFTXT routine can
write out any TXT items still in the input
text kuffer. This is called an "END state-
ment purge." An input text buffer purge is
not required at the end of an input 1load
module.

Processing Out-of-Order Text

records in a
records in an
in the proper
translator

contains
However,
may not be
the 1language

A load module
definite order.
object module
sequence because



may have created them out of orderi*. Such
records may contain discontinuities in
addresses (due to a reorigin or a disjoint-
ed control section), or they may not be
contiguous (i.e., text of a given ID and
multiplicity may be interspersed with text
of other IDs or multiplicities). The text
processor must build records of contiguous

text on SYSUT1 so that the second pass
processor can place the text into its
proper position, within its ID and multi-

plicity, in the second pass text buffer.

Each byte of the first occurrence of a
given ID and multiplicity is read into the
input text buffer as it is received. Dis-
continuities and non-contiguous text are of
no consequence at the first occurrence of
an ID and multiplicity. However, once text
of a given ID and multiplicity has been
written out on SYSUT1, any subsequent text
of that ID and multiplicity must Le con-
tiguous to be written out on SYSUT1 within
each text record.

Text of a previously-written ID and
multiplicity is read into the input text
buffer until a discontinuity, or text of a
different ID or multiplicity, is encoun-
tered. The contiguous text in the buffer
is then written out on SYSUT1l. The discon-
tinuous (or mnon-contiguous) text is then
placed in the buffer. If this text rep-
resents the first occurrence of an ID and
multiplicity, the buffer is loaded without
regard for discontinuities or non-
contiguous text. If the text belongs to a
previously-written ID and multiplicity, the
text processor will again place only
continuous text of that ID and multiplicity
in the buffer.

A record that contains non-contiguous
text is called a "loose" record; a record

that contains contiguous text 1is called
"dense". The text note list entry for a
dense record wusually has a non-zero value

in the displacement field. When the second
pass processor reads bpback the text from
SYSUT1 into the second pass text buffer, it
uses this displacement to place the text in
its proper position within its ID and
multiplicity.

RLD Processing

RLD processing basically consists of:

1. Updating each set of relocation and
position pointers (R and P pointers).

iThe restrictions on linkage editor input
are described in Appendix A under "Input
Conventions."
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2. Processing each flag and address (FA)
in the input item until the end of the
record or the next item with an R and
P pointer is detected.

Each P pointer of an input RLD record
refers to the ESD entry in the input module
for the control section that contains the
address constant. Each time a new P point-
er (one referring to a different ESD ID) is
detected, the BUFRLD routine writes out (on
SYSUT1) all RLD items for the previous P
that are in the RLD buffer. The relative
track address of the record on SYSUT1 is
noted by entering it in the RLD note list.
If the entry referred to by the P pointer
is mwarked for deletion in the renumbering
table, the RID items for that control
section are not written out on SYSUT1
because the associated text has been
skipped.

Each R pointer of an input RLD record
refers to the ESD entry in the input module
on whose value the address constant
depends. The R and P pointers are updated,
using the renumbering table. Before renum-
bering, the R and P pointers refer to ESD
entries of the input module that contains
the RID items. The pointers are renumbered
so that they point to the proper entries in
the CESD being created for the output load

module. If +the R pointer refers to a
deleted ESD entry, delinking may be per-
formed. If the assigned address of the
symkbol referred to by the address constant

is zero, the address constant is not de-
linked. (Normal relocation is performed.)
When delinking is necessary, control passes
to the ESD processor, which places an entry
in the delink table and then returns con-
trol to the TXT and RLD processor. The
delink table entry contains the address
(delink value) of the symbol being deleted
and the CESD entry number of the identical-
ly nawed symkol that 1is to replace the
deleted symbol.

The RID processor also saves (in the
renunkbering takle) the ID of the delink
table entry for the deleted symbol, and
sets a "delink value saved" indicator. The
ID of the identically-named symbcl and the
ID of the new delink table entry are saved
because they are later used to complete the
delinking operation. The R pointer of the
RID item mnust be modified to refer to the
delink takle entry for the deleted symbol,
but the original R pointer is needed to
process any V-type address constants
referred to in the RLD item. Therefore,
the R pointer is not modified until the
string of flag-address (FA) fields follow-
ing the R and P pointers has been processed
as described below. At that time, if the
module is to be structured for overlay and
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it contains V-type address constants! that
refer to the symbol, the 1ID of the
identically-named symbol is inserted into
the calls 1list.

Each FA field of the RLD record is
processed as follows:

¢ The high-order bit of the flag field is
set to zero.

s If the address constant is an A-type,
the renumbering table entry referred to
by the R pointer is checked to deter-
mine if it is marked as a PR type. If
it is a PR, the RLD flag field is also
marked PR (because the second pass
processor must handle PRs in a special
manner) . If the renumbering table
entry 1is not an ER, marked delete or
common, the RLD flag field is marked
for relative relocation. This indi-
cates to the second pass processor that
the difference between the origin of
the control section in the input and
the origin assigned by the 1linkage
editor 1is to be used as a relocation
factor for the value of the address
constant. If the RNT entry is an ER,

marked delete or common, the RLD flag
field is not marked. This indicates to
the second pass processor that the

address constant is to be relocated by
absolute relocation; the second pass
processor uses the 1linkage editor
assigned address of the symbol in the

output module as a relocation factor
for the value of the address constant.
(This procedure is described in the

paragraph "Second Pass Processor.")

e If the address constant 1is a U4-byte
V-type ("branch-type"), and the program
is in overlay, an entry is placed in
the calls 1list, provided that the
address constant refers across control
sections (R not equal P). The calls
list is used by the address assignment
processor to determine which segments
require ENTABs, and the number of
entries each ENTAB must contain.

e For both A-type and V-type address
constants, the multiplicity of the
address field is determined and is
saved in the RLD note 1list if it is
lower than any previous multiplicity in
the RLD record. The RLD note list is
used during second pass processing to

iv-type address constants do not require
delinking, but may be in a FA string with
A-type address constants that do require

delinking (or other control sections in the
same input module may contain A-type
address constants that refer to the deleted
control section).
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read back RLD data from SYSUT1 (each
RLD note list entry contains the rela-
tive track location (TTR) of an RLD
record on SYSUT1). The second pass
processor uses the multiplicity field
of the RLD note list entry to determine
if the associated RID record should be

read Lkack from SYSUT1 for a given
multiplicity of text.
s When the last FA field in the string

has been processed, all items in the
string have been checked to determine
if they require delinking. If any
A-type address constants in the string
required delinking, the R pointer for
the string is modified to refer to the
associated delink table entry.

Takle 5 shows the actions performed
during RLD processing for each input flag
format, and the format of the flags after
RLD processing. (The "output" column shows

the flag formats that are passed as input
to the relocation routine of the second
pass processor; refer to Table 6.) After

all FA fields have been processed, the RLD
processor determines if the input RLD
record is part of an object module or a
load mcdule.

e If +the input RLD record is part of an
object module, RLD items are placed in
the RLD buffer and the next input RLD
record is processed. The BUFRLD rou-
tine writes out RLD data on SYSUT1
whenever the RLD buffer is full or when
there is a change in the P pointer.
Each +time the contents of the buffer
are written out, an entry is made in
the RLD note list; the entry contains
the renumbered ID of the control sec-
tion containing the RID items, the
number of bytes of RLD information, and
the relative +track address of the
record on SYSUT1. (For a large pro-
gram, the RLD note list may itself ke
written out on SYSUT1 a maximum of
three times. The TTR of each portion
of the note list on SYSUT1 is saved in

the I/0 control table.) When the END
card of an input object module is
processed, the object module processor

gives control to the RLD processor so
that +the BUFRLD routine can write out
any RLD items still in the RLD buffer.
This is called an "END card puxge."

¢ RLD records in an input load module are
read directly into the RLD buffer and
are processed there, without moving
them. When the RLD data is fully
processed, it is written out on SYSUT1
(provided that the control section to

which they kelong is not being
deleted). No RLD kuffer purge is nec-
essary at the end of an input load
module.
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Table 5. Flag Field Processing

1 n L) 1
| Input | | Output |
I T 1 k 7 i
| # Flag | Type | Action Performed | Flag | Type I
8 [} 1 1 [ i |
L LE 1 T L} 1
{0000LLST |Not PR, |Marked for relative relocation | *0100LLST [Relative |
| |ER, CM, or]| ‘ | | |
| | delete | | | |
k i + t } 1
|0000LLST |ER ('02*" |Marked for absolute relocation | 0000LLST |Absolute |
| lin renum- | | | |
| | bering | | ] |
| |table) | | | |
F t t $ : {
| 0000LLST |Delete or |Marked for absolute relocation if assigned | 0000LLST |Absolute |
| [CM ('05°') |address of input item is zero i | |
i i L 4 I 4
L] T Ll T ] 1
|0000LLST |PR (*06") |[Marked as PR (displacement value) | 0010LLST |Pseudo |
| | | ] |Register |
| | | | IType 1 |
k } i + t 1
|0000LLST |Delete or |[Marked "delink value saved" if assigned | ¥1000 |Delink |
| jcM |address of input item is not zero | |

L [] L 1 ] 4
L) T L] L] T ]
|0001LLST |Type is IRLD is marked branch-type J0001LLST |Branch |
| Inot | | | I
I |checked | | | |
b + + { } {
| 0001LLST |Delete |Marked "delink value saved and other FA items|*1000LLST|Delink |
| or | |in string exist that are non-branch type" and| |

| *1001LLST| |are being delinked | |

L i | L [ 1 4
] L L) T 1] 1
|0010LLST |Pseudo |None - Remains as a PR (displacement value) |0010LLST |Pseudo |
| |Register | | | Register |
i |Type 1 | | |Type 1 |
b + + + } 1
| 0011LLST |Type is |Marked as PR (cumulative length) }0011LLST |Pseudo |
| | not | | |Register |
| | checked | | | Type 2 |
Ir 1 1 [} L {
| *Internal types processed during second pass.

|#¥Refer to "RLD Input Record (card image)"™ and "RLD data"™ (load module) in Section 3: |
| Appendix. |
L 4

END PROCESSOR

When an END statement or the end of an
input load module is detected, control is
passed to the END processor (Chart CK).
The END processor:

e Resets tables that were involved in the
processing of the input module (such as
the renumbering table).

¢ Processes entry point information.

e Deletes any CESD lines marked CHAIN or

DELETE, and keeps track of deleted
lines.
e Enters in the CESD the 1length of a

control section for which no length was
specified in the ESD item (if the
length is contained on the END
Statement).

Section 2:

CONTROL STATEMENT SCANNER

When the input processor detects a con-
trol statement (blank in column one), it
passes control to the control statement
scanner (Charts CL, CM, and CN). The
control statement scanner analyzes the
statement, detects any errors in format,
checks for continuation of conments or
operands, and scans a vVvector table to
determine the appropriate control statement
processor. Control is then passed to the
INCLUDE, REPLACE, LIBRARY, CHANGE, INSERT,
OVERLAY, ENTRY, ALIAS, NAME, SETSSI, or
HIARCHY control statement processor.

The general format for linkage editor
control statements is shown in Figure 8.
The contrcl statement scanner interprets
symbols enclosed in parentheses as "level
1" symwbols; symbols not enclosed within
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parentheses are "level 0." ENTRY, ALIAS,
INSERT, and SETSSI control statement
operands contain only 1level 0 symbols.

CHANGE statement operands always contain
both a level 0 symbol and a level 1 symbol.
The operands of REPLACE, INCLUDE, OVERILAY,
and NAME control statements must contain
level 0 symbols, or both level 0 and 1level
1 symbols. LIBRARY statement operands may
contain level 1, or both level 0 and 1level
1 symbols. The operation to be performed
depends on the operand format.

Operation Operand
OPRTIONX a,..., b(c,d, s le, oD, o
BRI
Pl P1 P1 P1 Pl Before Read8
Processing
—'“_':—:t:}‘ — T T T T " AferReads
r Processing
P2
Le | L
OPDO OPD1
P2 I
l P2
Lb 1 Le_i
OPDO OPDI
[re——
P2
L.b | Ld_J
OPDO OPD1
[~ e
P2
| IN— Le_1
QPDO OPD1
Figure 8. Control Statement Scanner
Operation

The control statement scanner searches a
vector table for the operation symbol to
determine the associated control statement
processor. It then analyzes the operands
using two work arxreas, "OPD1"™ and "OPDO,"
and +two pointers, "P1" and "P2." OPD1 is
used for level 1 operand symbols; OPDO is
for 1level 0 operand symbols. P1 points to
the operand symbol being analyzed; P2
points to either OPDO or OPD1, depending on
the level of the operand symbol referred to
by P1.

An operand symbol referred to by Pl is
placed by the READ8 routine into the work
area referred to by P2. Parentheses and
commas control the switching of pointer P2
between the work areas. For example, when
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a left parenthesis is encountered, P2 moves
to OPD1 because a level 1 operand symbol
will follow. When a comma, blank, or right
parenthesis is detected, the PROCENTY rou-
tine passes control to the control state-
ment processor that was previously found
during the search of the vector table.

Control Statement Processors

When the operand symbols have been read
into work areas OPD0 and OPD1, control is
passed to the control statement processor
at +the saved entry point. Scanning of the
control statement resumes when the control
statement processor returns control. The
individual control statement processors are
described in the following paragraphs.

INCLUDE STATEMENT PROCESSOR: The include
statement processor builds a chain in the
CESD of items to be included. Each item in
the chain contains the address of the next
item in the <chain (in the chain/address
field - bytes 9, 10, and 11). The last
item in the <chain contains zeros in this
field.

Chained include items have two kinds of
subtypes: "include with pointer" and
"include without pointer." In Figure 9,
the statement INCLUDE M defines M as a
sequential data set. The include statement
processor creates an entry for the ddname M
in the CESD with the subtype "include
without pointer.”

In the statement INCLUDE LIBX(d), A is
defined as a member of a PDS. The include
statement processor creates an entry for A
in the CESD with the subtype "include with
pointer." The pointer is 1in the chain

pointers/chain ID field (bytes 14 and 15);
it contains the CESD 1line number of the
ddname LIBX. A single ddname, such as
LIBX, may be referred to by several
pointers.

In Figure 10, the statement INCLUDE

TEMP(A,B,C) indicates that A, B, and C are
members to be included from library TEMP.
Member B contains the mnested statement
INCLUDE LIBX(U,V,W); this is the last
statement processed in member B. The CESD
is shown at the time when the control
statement scanner has read operand V, but
not W. The include statement processor has
created a CESD line for operand V in the
LIBX include chain. C 1is currently the
last item in the TEMP include chain. When
the control statement scanner reads operand
W, the include statement processor enters a
CESD 1line for W between V and C; this
process is distinct from the one that
actually searches the members U, V, and C
on the library. (Refer to the paragraph
"Include Processor.") At the time chosen
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CESD
mmx‘l Chn
Chn Addr Seg!|Sub [Pointer

Symbol Type él;e\{erTE o | Type|Chain
ain Length/1D
Register 2 All Purpose Table
— ]
8A00 -+ — - — — — —— —— — —»8A00 * M 02 |00000000 Cco
My
OPDO OPD1
* ddname
Figure 9. Include Statement Processing for a Sequential Data Set
Library
//
M Te
_/INCLUDE TEMP (A,B,C - ember B of Temp
pd
INCLUDE
( LIBX
Register 2
L1 cEsD
i : -
| Chn Addr Reverse | Seg | Sub | Chn Pointer Chain
i All Purpose Table Symbol | Type | &\ i ID No | Type|Length /1D
L —
Current 1 .
Include 2 .
Pointer 3 M
4 | *TEMP | 02 BO
7CDO .
I .
U - .
Include Chain e — > 7CDO 8 B | 02 007D10 DO 04
Breaking Point *
Pointer °
L]
/D0 T T —— - 7D10 12 U 02 007D30 DO 19
| L]
—— — - 7D30 14 \% 02 007 D60 DO 19
L)
L]
L]
LIBX | v 7D60 17 c | o2 000000 Do 04
OPDO OPDI °
L]
19 | * LIBX 02 BO
L]
L]
* ddname

Figure 10. Include Statement Processing With Nested Members

for this example, the data set member B is OVERLAY STATEMENT PROCESSOR: The overlay
being read; data set member A has been read statement processor maintains a record of
and therefore is no longer in the CESD as a the current segment number and updates it
member name, but data set members U, V, and by one each time a new OVERLAY statement is
C have not yet been read. encountered. The relationship of segments
in an overlay tree structure is kept in

The chained CESD entries created by the SEGTAl (see Figure 11). Entry n in SEGT21
include statement processor are later pro- contains the number of the segment that
cessed by the include processor (Chart CO). precedes the nth segment of the overlay
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o0 0 —MVN—O

Register 2

m—

All Purpose Table
Address of
SEGTAT [ 7]

Starting Address of
Overlay Chain

Address of A _]— 4 ——

OPDO OPD1

read. Name B is no longer in the chain,

Figure 11. Overlay Statement Processing

tree structure (the next higher segment in
its path). The overlay statement processor
creates a chain of overlay items in the
CESD and wupdates SEGTAl. If the level 1
operand (REGION) is detected, the current
region number is incremented by one, and a
zero is entered as the previous segment
number in SEGTAl.

If an OVERLAY statement is encountered
that refers to a node point higher in the
overlay tree structure, all symbols identi-
fying node points higher in the path are
removed from the chain; their CESD lines
are marked "null." For example, in Figure
11, when the statement OVERLAY A is encoun-
tered after segment 4, the CESD entry for
symbol B is marked null and is no longer in
the chain. If an OVERLAY B statement was
encountered at the end of segment 5, a new

node point would be established for B, and
symbol B would again be entered in the
CESD.
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OVERLAY A OVERLAY A
2 5
OVERLAY ClOVERLAY C
6
OVERLAY B VERLAY B : 7
3 1
4 I
CESD
Chn Addr/ | ¢ , | Chn Pointer
Symbol | Type | Reverse Neog .?u o | Chain
Chain ID s Length/ID
.
°
)
‘—————T A 02 Addrof C | 01 | 90
[ ) |
. |
. |
14+ _L_/
-
{ °
\ L]
~» C 02 000000 05 | 90
.
.
°

HIARCHY STATEMENT PROCESSOR: The HIARCHY

routine first determines whether the
hierarchy number is valid. If it is inval-
id, the statement is printed, an error

message is written, and the remainder of
the statement is ignored. 1If the number is
valid, it is converted to binary and saved
for the Scan routine.

Processing of the statement continues
with the collection of the next symbol (up
to a comra or a blank). The CESD is
searched for this symbol; the location in
the hierarchy table corresponding to the
CESD item 1is set to the hierarchy number
specified. (The hierarchy table is built
during initialization if HIAR was specified
on the EXEC statement. The hierarchy table
consists of cne byte per entry in a one-to-
one correspondence with the number of items
allocated to the CESD. The address of this
table 1is kept in a full word in the all
purpose takle.)
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If the symbol does not appear in the
CESD, the symbol is entered in an unused
entry in the CESD, marked external
reference, and the hierarchy number is
stored in the corresponding entry in the
-hierarchy table. This procedure is

repeated for each additional symbol in the
HIARCHY statement.

The intermediate output routine uses the
hierarchy table to place the hierarchy
number associated with each CESD item in
the scatter/translation table.

INSERT STATEMENT PROCESSOR: The insert
statement processor scans the CESD for the
symbol indicated in the INSERT statement.
If the symbol is found, the segment number
field is changed to the number of the
segment that contains the INSERT statement.
If the symbol is not found in the CESD, a
new ER-type CESD entry is created. 1In

Section 2:

11/15/68

either case, the new CESD entry is wmarked
"insert™ in the subtype field, and the
segment number of the INSERT statement is
placed in the segment number field.

REPLACE AND CHANGE STATEMENT PROCESSORS:
The replace and change statement processors
build a chain of CESD entries. Each entry
to be replaced, changed, or deleted is so
marked in the subtype field. The ESD
processor examines the replace/change chain
before processing any ESD item. Since a
REPLACE or CHANGE statement applies only to
the module that immediately follows it in
the input, the replace-change chain is
removed from the CESD at the end of the
module.

When a REPLACE statement or a CHANGE
statement operand contains two symbols,
such as CHANGE A (B), A and B are entered
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in consecutive lines of the CESD. Only the
first line of the pair (the 1line for A)
contains the address (in the chain address
field) of the next item in the
replaces/change chain.

NAME STATEMENT PROCESSOR: The name state-
ment processor places an entry in the all
purpose table containing the name under
which the following input module is to be
STOWed in the PDS directory. If the oper-
and contains the level 1 symbol (R), a bit
is set to indicate that the module is to be
STOWed as a replacement for a module of the
same name. Another bit is set to indicate
that a NAME statement was encountered; the

input processor tests this indicator and
terminates input operations for this 1load
module if it is set. If a NAME statement
is received from any input source other

than
NAME statements are accepted only if
are in the primary input.

SYSLIN, the errxor routine is entered;
they

SETSSI STATEMENT PROCESSOR: The SETSSI
statement processor converts the eight
bytes of hexadecimal information specified
on a SETSSI statement to a U-byte field,
and enters it into the APT. During final
processing, this information is entered
into the system status index, a U4-byte
extension of the user data area in the PDS
directory. The index contains information
describing the status of memrbers in the
library and is used for maintenance purpos-
es.

ENTRY STATEMENT PROCESSOR: The entry
statement processor places the symbol spec-
ified in an ENTRY statement in the all
purpose table. The symbol will override
any symbol specified in an END statement as
the entry point for the module.

ALIAS STATEMENT PROCESSOR: The alias
statement processor creates chained CESD
entries for a maximum of five alias names
specified in ALIAS statements. During
address assignment, these entries are used
to build the alias table.

LIBRARY STATEMENT PROCESSOR:
statement processor creates chained CESD
entries for the operands specified in
LIBRARY statements; a chain is created for
each distinct library. Each chain begins
with a 1library ddname and contains all
member names specified for the library (see
Figure 12).

The library

A member name specified in a LIBRARY

statement can result in +two kinds of ER
subtypes: "matched library member" or
"unmatched 1library member." If a CESD

entry 1is created for a member name speci-
fied in an input ER and also specified in a
LIBRARY statement, it is called a "matched
library member." However, if the member

Secticn 2:

name was specified only in a LIBRARY state-
ment, the entry subtype is “unmatched
library memker."

INCLUDE PROCESSOR
The include processor (Chart Cco)
receives control when:

1. The control statement scanner has
detected an INCLUDE statement and the
include statement processor has built
an include chain.

2. The input processor has detected an
end-of-input, and the "more includes"
indicator in the all purpose table is
on.

The include processor chcoses from the
include chain the name of the next module
tc be 1included. It performs preparatory
functions (OPEN, BLDL, and FIND), using the
library open (LIBOP) routine, so that the
input processor can read in the module.

The LIBOP routine (Chart CQ):

1. Sets an input pointer to the library
read block, an area in main storage.

2. Closes the SYSLIB DCB (unless it 1is
open for a PDS currently being used).

3. Changes the data set organization
field of the DCB from partitioned to
physical sequential if a sequential
data set 1is to be included, and
updates the ddname field.

4. Opens the DCB (unless the DCB is
already open and in use).

5. Tests the record format field (RECFM)
in the DCB to determine if the includ-
ed module is a load module (U format)
or an okject module (F format). If it
is a 1load module, the LIBOP routine
sets the "load module" indicator in
the all purpose table. This indicator
is tested by the input processor to

determine the type of module being
read.
6. Uses the BLDL macro instruction to

obtain the attributes of the included
module (if it 1is a load mcdule) and
may "downgrade" the attributes of the
output load module in the APT accord-
ingly.

7. Uses the FIND macro instruction and
the directory entry obtained from BLDL
to set a pointer in the DCB to the
first record of the member (if it is a
load module).
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An example of include processing is set in the all purpose table, and a pointer
given in Figure 13. The input pointer is to the load module buffer is placed in the
set to the address of the library read licrary read block. The attributes of A
block. The address of the current include are obtained, wusing BLDL, and the attri-
item is contained in the all purpose table. butes specified on the EXEC statement are

updated accordingly. (The attributes of

Assuming that no includes have yet been the output load module may be downgraded as
processed, A will bhe the first item includ- a result.) A pointer in the DCB is then
ed. The subtype 'D0' indicates that A is a set to the first record of the member,
member of a partitioned data set. The using the FIND macro instruction, and the

pointer 000D refers to the data set DATA- "include initiated" indicator is set in the
SETX. Assuming that DATASETX is not cur- all purpose table. The chain pointer field

rently open and the SYSLIB DCB is not of the CESD entry for A is then tested.
opened for another data set, the SYSLIB DCB Since, in the example shown, this field
is opened for DATASETX. (The RECFM field does not contain zeros, the "more includes”
of the data set DSCB 1is merged into the indicator in the all purpose table is set,
DCB.) Assuming that the RECFM field indi- and control returns to the input processor
cates U-format, a load module indicator is to read this data.

Register 2 All Purpose Table

("LIBRARY LIBI (MARY} I

(LIBRARY LIB2 (SAM,PETE)

LIBRARY LIBI (JOE) [ ]

I
|
-
{ _____________________________ —
; Chn Addr Seg|Sub Chn.Poinrer/ bol | T Chn Addr/ Seg | Sub C:n_POinfEF
Symbol | Type |/ Reverse Chain Symbo ype | Reverse Chain
i No [Type hai No | Type h
| Chain 1D Length/ID Chain 1D Length/ID
L>OI ol
02 02
03 03
04 JOE 02 00 04 JOE 02 0C 03 0A
05 05
06 06 L1B2 02 00 BO 07
a7 07 SAM 02 06 02 08
08 PETE 02 00 08 PETE 02 07 03 00
09 09
0A 0A MARY 02 04 02 00
0B 08
ocC 0oC LIB1 02 00 BO 04
Diagrar A Diagram B
MNotes:
® The CESD shown in diagram B results from the CESD shown in diagram A after
Chn Addr Chn Pointer reading in three library cards. A chain with direct and reverse pointers is
Symbol Type |/Reverse Seg|Sub Chain created for LIB1 and also for LIB2.
Chain 1D | N°|TYPe | ength /1D
T ® JOE and PETE were ERs (subtype 00) and became "matched library member"
o (subtype 03).
02 ® SAM and MARY were not previously in the CESD. They are created as "unmatched
8131 JOE 00 library member" (subtype 02).
05 . ® The CESD shown in diagram C results from the CESD shown in diagram B after
06 Lib2 02 00 BO 07 reading in an input module containing the ER MARY and the SD JOE. (Only the
07 SA,M 02 06 02 08 library chains are shown),
08| PETE | o 03 00
09 ® JOE is removed from the chain in diagram C, and the chain pointers are modified.
oA MARY 02| oc 03 00
0B ® MARY becomes a "matched" subtype and will be called by the automatic
oc LiBI 02 00 8O 0A library call processor (unless resolved by other input).
® SAM remains "unmatched" and will be ignored by the automatic library call
Diagram C processor (unless matched in other input).

® Figure 12. Likrary Statement Processing
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INCLUDE DATASETX
(A,B,C),M

Register 2 All Purpose Table

|:l_——-——> "MORE INCLUDES" INDR
C T 1

1
CRRTINCL
[ orB8  }—0u

INCBRKPT

o]

Input Pointer

J| F278

Library Read
Block
F278 77C0
2400
400
SYSLIB DCB
9400 77C0 RECFM
DDNAME
Load BLKSIZE
Module
Buffer

Figure 13. Include Processing

The input processor reads memker A using
the input pointer and library read block.
Module A is then processed. When the end
of module A is reached, the input processor
again calls the include processor because
the "more includes" indicator in the APT is
set.

When the include processor receives con-
trol again, the chain address field of the

CESD entry for A is used to find item B;
item B is then processed in the same manner
as A. Item A is deleted from the chain,
and the CESD line is marked "null."

Note: If the item to be included is a
sequential data set (such as M, in Figure
10), there is no chain pointer in the CESD
entry. Differences in processing for this
type of include item are shown in Charts CO
and CQ.

Section 2:

D LOC. 0 8 12 13
01 9F38 -
02 9F48 c 000000 DO [ 000D
03 9F88
04  9F68 B 9F88 DO | 000D
05
06  9F88 M oF48 €0 0000
07
08
=09 ores A 9F68 | |00 [000D
0B
e
OD  9FF8 DATASETX BO
OF
OF
10
n )
SYSLIN
Read Block
F28C 7768
967C
50
SYSLIN DCB
7763 | RECFM
967C SYSLIN :
Buffer DDNAME
BLKSIZE

AUTOMATIC LIBRARY CALL PROCESSOR

The input processor passes controcl to
the automatic library call processor (Chart
CP) at the end of SYSLIN input, or when a
NAME statement has been detected (provided
that the NCAL option was not specified and
no more includes are to be processed).

The automatic 1likrary call processor
performs two series of CESD scans. The
first series of scans operates on unre-
solved ERs specified on LIBRARY statements.
It finds the first ddname that contains a
pointer in the chain pointer field (bytes
14 and 15). Such an entry is the first
item in a chain of members associated with
this ddname; there is a distinct chain for
cach ddname that was specified on a LIBRARY
statement. The second series of scans
searches for external references not speci-
fied on ILIBRARY statements and attempts to
resolve them by calling members of the same
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name from SYSLIB.1

An example of automatic 1library call
processing 1is given in Figure 14. Diagram
A shows two library chains that were built
in the CESD by the library statement proc-
essor. In diagram B, an SD item for JOE
has been entered into the CESD, resolving
the reference to JOE. (JOE was removed
trom the <chain by the ESD processor, and
i-he LIB1 chain ID now points to the 1line
containing TOM.) The automatic library
call processor operates on the library
chains, as modified by the ESD processor

diagram B).

Diagram A
—— Sub-
CESD Type Type
ID 0 8 12 13
01
02 LIBI 02] 00 BO| 04
03 )
04 JOE 02 02 03 | oA
85 SIMPLE 02 0C
6 L.IB2 02 00 BO | 07
07 SAM 02| 06 02| 08 j
82 PETE 02| 07 03] 00 D
0A TOM 02 04 02 00
0B
oC
oD
Diagram B
CESD E—
ID 0 8 9 10 12 13 14 15
01
02 LIBY 02 00 BO A
03
04 JOE 00 | 06E273 0121E3
05 SIMPLE 02 00
o) LIB2 02 00 BO 7
07 SAM 02 06 02 8 j
08 PETE 02 07 03 0 D
09
0A TOM 02 02 02 0
0B
oC

Figure 14. Automatic Library Call Process-

ing

In the first series of scans, +the CESD
is searched for a ddname (type 02, subtype
BO) with a chain pointer. The ddname item

LIB1 is found; its chain ID points to TOM.
Because TOM is unmatched (subtype 02) it is
not called and since TOM is the last item
in the chain (0 in the chain ID field), the
scan 1is resumed for another ddname with a
chain pointer. LIB2 is found; its chain ID
points to SAM. No call is issued for SAM,
since it is unmatched. The chain ID of SAM

1SYSLIB is the standard library whenever
the linkage editor is executed as a job
step. If another program calls the linkage
editor via the LINK macro instruction, the
ddname of the standard library is passed in
a parameter list.

38

is matched
external ref-
operand of a
LIBOP routine

points to PETE, which
(indicating that PETE is an
erence, and not Jjust an
LIBRARY statement) . The
opens LIB2 and uses the BLDL macro instruc-
tion to obtain the attributes of PETE (the
attrikutes of PETE are not obtained if the
format is F). A "BLDL attempted" indicator
is set for PETE so that no other search for
PETE will be made in the event of an
unsuccessful BLDL or non-resolution of the
ER for PETE ky the member PETLZ. LIBOP uses
the FIND macro instruction to set a pointer
in the SYSLIB DCB to the member PETE;
control is then returned to the input
processor to read in PETE.

When the input processor returns control
again to the automatic library call proc-
essor, the scan for ddnames resumes at the
beginning of the CESD, rather than at the
CESD 1line where the scan was interrupted,
because additional ddname items way have
been entered at any available line in the
CESD. (The input processor may have read
in okject modules with additional LIBRARY
statements.) When the automatic 1library
call processor reaches the last line of the
CESD, it begins the second series of scans.

During the second series of scans, the
CESD is searched for "unmarked" external
references (type '02', subtype'00'). These
are ER items not specified on LIBRARY
statements. In diagram B, the scan finds
SIMPLE. Assuming that SYSLIB is the ddname
for the standard library, SIMPLE is called
from SYSLIB in the same way that PETE was
called from LIB?. Every time the automatic
library call processor receives control
from the input processor during the second
series of scans, it resumes the scan at the
beginning of the CESD (kecause ER items
from a library member may have been entered
in any available CESD line).

When the automatic library call proc-
essor completes the second series of scans,
control is passed to the address assignment
processor.

ADDRESS ASSIGNMENT PROCESSOR

At the conclusion of input processing,
when all automatic calls have been proc-
essed, control is ©passed to the address
assignment processor (charts DA through
DD). The address assignment processor per-
forms the following operations:

e Closes the SYSLIB DCB if it was opened
during input processing. It deletes
CESD entries for ER items marked
included, called, ddname, or overlay in
the subtype field. These lines are
marked "null" and are deleted 1if the



Form Y28-6610-2, Page Revised by TNL Y¥28-2356, 11/15/68

module is processed again in a subse-
quent execution of the linkage editor.

Computes, for programs in overlay, the
size of SEGTAB%, enters the size in the
all purpose table, and places a private
code delete entry for the SEGTAB in the
CESD. The PC-delete type entry is
deleted from the module if it is pro-
cessed again by linkage editor.

Uses the ENTAB size determination rou-
tine (Chart DB) to enter segment num—
bers for label references in the CESD.
I1f the program is in overlay, this
routine also scans the calls list
(built during RLD processing), entering
pointers from one chain of calls to the
next chain; determines +the number of
ENTAB bytes2 for each segment; and
places a PC-delete type entry 1in the
CESD for each ENTAB. (Refer to "ENTAB
Size Determination Routine.")

Scans the CESD and assigns temporary
linked addresses to SD-, PC-, and CM-
type entries. Each segment 1is consi-
dered to ke at a zero origin. The
temporary starting address of each con-
trol section is computed with respect
to its 1location in the segment, rela-
tive to the =zero origin (plus any
adjustments for boundary alignment).
These addresses are temporary because
the starting addresses of the segments
must later be relocated with respect to
their positions in the overlay tree.
If the program is not in overlay (con-
sists of a single segment) the
addresses are final, because no further
relocation by address assignment is
necessary.

Computes the temporary relocation con-
stant for each control section (the
difference between the temporary linked
address and the assigned address in the
input) and places it in the relocation
constant table (RCT). If the program
is not in overlay, these are the final
relocation constants (relative reloca-
tion factors).

Accumulates the length of each segment
in the leftmost three bytes of an entry
in the segment length table (SEGLGTH).
The boundary alignment factor of the
first control section in the segment is
placed in the fourth byte of the entry.

Determines the address of each PR-type
entry in the CESD, wusing the total

length of all PRs previously encoun-
tered, plus the boundary alignment fac-
tor. This address is placed 1in the
CESD entry for the PR. The length of
this PR is then added to the cumulative
PR length.

Processes the SEGLGTH table (if the
program is in overlay) to determine the
starting address of each segment, rela-
tive to the beginning of the program.
SEGTAl is checked to find the proper
location of each segment in the tree.
SEGLGTH at this time contains the
length of each segment. To determine
the starting address of a segment, the
length of all previous segments in the
same path are added, together with any
adjustments for boundary alignment.
(Boundary alignment adjustment is de-
termined by the last three bits of the
address of the first control section in
a segment.) This sum, minus the boun-
dary alignment factor for the segment,
is the segment relocation constant
(SRC) . The SRC is then placed in the
rightmost three bytes of the SEGLGTH
table. The sum of the SRC, the boun-
dary alignment factor for the segment,
and the segment length is placed in the
leftmost three bytes of the SEGLGTH
table entry for the segment. It is the
length of the path of the segment
(including the segment itself). At the
completion of this process, the entry
in SEGLGTH for each segment contains
the cumulative length of its path; the
longest of these lengths is the program
length.

Performs a second scan of the CESD if
the program is in overlay. The segment
relocation constant in the SEGLGTH
table is added to the temporary 1linked
address in the CESD entry for the
control section; this sum is the final
linked address. The SRC is also added
to the temporary relocation constant in
the relocation constant table; this sum
is the final relocation constant for
the control section.

Makes a final scan of the CESD to
assign a final linked address to each
label reference. (If in overlay, this
is the third scan of the CESD; if not
in overlay, it 1is the second scan.)
The CESD entry for each LR contains a
reference to the control section in
which it resides. The relocation con-
stant for +that control section 1is

1SEGTAB size = 24 + (4 x number of
segments).

2ENTAB size = 12 + (12 x number of unique
downward calls per segment).

located in the RCT and is added to the
texrporary 1linked address in the CESD
entry for the LR. This sum, the final
linked address for the LR, is placed in
the CESD.
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e Marks the program as not executable if
there are still unresolved external

references and if neither the no call
option nor the LET option has been
specified.

e Uses the entry processor (Charts DC and
DD) to build the alias table and com—
pute an entry point for the program.
(Refer to "Entry Processor.")

ENTAB Size Determination Routine

The ENTAB size determination routine
computes the size of ENTABs so that the
size of each segment in an overlay program
can be determined and relative relocation
factors can be computed for use by the
second pass processor. The size is deter-
mined by the number of downward calls, or
calls across regions, to symbols that are
not referred to by segments higher in the
path of the calling segments.

An example of the ENTAB size determina-
tion routine is given in Figure 15. The
overlay tree structure shown in the illus-
tration consists of nine segments residing
in two regions; all references between
segments are made using V-type address
constants. The ENTAB size determination
routine:

e Scans the CESD for LR-type entries and
enters their segment numbers. In
Fiqure 16, item 6 is an LR item; its
ID/1length field points +to the CESD
entry for the control section in which
it resides (1line 3). The segment numb-
er contained in line 3 (segment number
3) 1is entered 1in the segment number
field of the LR item.

e Scans the calls list, inserting chain-
ing values that point from one group of
R and P pointers to the next group.

SEGTAL
I 1 0
e =V @) T 2 |
f AR
| 4 2
| 5 1
| ' 6 0
X V- 7 6
CE |
ESD | | 8 6
Chain Seg|Sub~| Length | A 43 GcA4 ! 9 0
Symbol Type | | Downward
Address | No|Type| / ID \\—-PB B v (H)—" \ X Calls List
1 D N 9 | 1
2 H sD 2 Region 1 o [
3 A SD 3 Region 2 o !
4 c sD 5 ‘ §
5 4 1
6 B LR 3 3 5
7 I ) 1 g !
8 E sD 8 8 34
9 G SD 4 9
10 F M 6 N
11 PC 7
* | PC(d)] 1 60 : :
+1PC(d) 1 36 | l
*|PC()] 3 24 * PC - delete type entry for SEGTAB
F|PC(d) 4 24 ¥ PC - delete type entries for ENTABs
CALLS LIST
N
l 8 I 9 \ 2 \ 8 l é l 8 T 1 ‘ [} | 2 [ 6 1 6 l 3 8 { 8 ) 7 l 6 | 4 \ 0 l |
[
N R R cv P R cv P R P R o P R R A
- P
™ TN N ~ ~ /’\\
~  _ —~ 7 S~ ~ — ~ — ~ — |

* CV = Chaining Value (gives number of bytes to next CV)

Figure 15. ENTAB Size Determination
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All Purpose Table

Alias Chain Address

11/15/68

Figure 16.

e Scans

Address )|( CESD - Before Entry Processing
Pointer
{ | . RCl'm Addr Seg | Sub | Chn
I Symbo ypeReverse | M Tupe| Chn Lth
Chain ID g
| /1D
. . .
| .
i o
Address X 3 SAM ER | Addr Y=|~ |Alias
T et
~-»>Address Y 7 JOE ER | Addr Z- Alias
. }
T e —T—T——F
N~ p-Address Z 10 BILL ER 000 Alias
.
.
.
~—~=»20 SAM SD| * LAI (Length)
{ ° J
——————— —t — 1 — - —
22 JOE LR | *LA2 20-7
L]
* Linked address CESD - After Entry Processing
Chn
Symbol T Ehn Addr Seg[Sub |Pointer
ymbol ype C:ve.rselD No |Type |Chn
atn Lgth/ID
Alias Table )
Alias Symbol ESDID °
.
SAM 3I—+—— — — — —»3 SAM Null LAY 20~\|
.
b |
JOE -+ — — 7 JOE Nulf[ LA2 20\1
°
® |
BILL 0 10 BILL Null 000 Alias |
_® __ L] I S I
i :
N —»20 SAM SD LA (Length)
.
.
.
22 JOE LR LA2 20
.

the calls list, for each segment
(starting with segment 1), to £find
symbols referred to by that segment.
For each reference found, the type of
cal (upward, downward, or exclusive)
is determined. If an ENTAB is required
for the segment, its size is determined
and control is passed to routine IEWL-
CAD1, which enters a PC-delete type
entry for the ENTAB in the CESD. Ref-
erring to Figure 15, the segments are
processed in the following manner:

1. The calls list is
pointers that
sections in segment 1.

scanned for P
refer to control
If one is

Section 2:

Processing of Alias Symbols by the ENTRY Processor

found, the ENTAB size determina-
tion routine examines the asso-
ciated R pointers (which refer to

referenced symbols) to determine
the segment in which each
referenced symbol resides. In
Figure 16, the fifth P pointer
refers to 1line 7 of the CESD,
which contains an SD-type entry
for a control section in segment
1. The associated R pointers
refex to 1line 6 (symbol B in

segment 3) and line 4 (symbol C in
segment 5). For each reference,
the type of call (upward, down-
ward, or exclusive) is determined,
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using SEGTA1l and the segment num-
bers of the calling and called
segments. In Figure 15, SEGTAl
indicates that segment 1 is in the
path of segments 3 and 5; there-
fore, the calls from segment 1 to
B and C are downward calls. This
is noted in the downward calls
list by entering segment number 1
in the lines referred to by the R
pointer (lines 6 and 4). Since
segment 1 is the root segment, it
must have an ENTAB; the size of
the ENTAB is determined and rou-
tine IEWLCAD1 creates a PC-delete
type entry for the ENTAB in the
CESD.

When the scan for segment 1 is
completed, the ENTAB size deter-
mination routine scans the calls
list for P pointers that refer to
segment 2. In Figure 15, the
third P pointer in the calls list
refers (via the CESD) to segment

2. The associated R pointer
refers to CESD line 6, which con-
tains segment numbexr 3. This

indicates (via SEGTAl) a downward
call from segment 2 to symbol B in
segment 3. In this case, however,
no entry is made in the downward
calls list because it indicates a
call to B in segment 3 from seg-
ment 1, which is higher in the
path of the calling segment (seg-
ment 2). No ENTAB is required for
segment 2 because the reference to
symbol B in segment 2 can be
resolved through the ENTAB entry
in segment 1.

The ENTAB size determination rou-
tine scans the calls list for P
pointers that refer to segment 3.
In Figure 15, the fourth P pointer
in the calls list refers to CESD
line 3 (segment 3). The R pointer
refers to CESD line 8 (segment 8).
SEGTA1 indicates that the call
from 3 to 8 is downward, across
regions, and the call is noted in
the downward calls list. Segment
3 requires an ENTAB because it
contains a downward call to a
symbol not referred to by a seg-
ment in the path of the calling
segment; the ENTAB size is deter-
mined, and IEWLCADl1l creates a PC-
delete type entry for the ENTAB in
the CESD.

The ENTAB size determination rou-
tine scans the calls list for P
pointers that refer to segment 4.
In Figure 15, the first P pointer
in the calls list refers to CESD
line 9 (segment 4). The R point-

11/15/68

ers refer to line 2 (segment 2)
and 1line 8 (segment 8). SEGTAl
indicates that the call from 4 to
2 is upward, while the call from 4
to 8 is downward across regions.
The upward call is ignored because
the address constant can be
resolved directly to the
referenced symbol. The downward
call from 4 to 8 is noted in the
downward calls list, replacing the
previous entry for segment 3
(because no segment with a segment
number greater than 4 can have
segment 3 in its path). Since an
ENTABR is required, the size is
determined and a PC-delete entry
is created in the CESD.

This process continues until all seg-
ments have been processed. The required
ENTABs are built by the second pass proces-—
sor. (Refer to "ENTAB Creation™ and "Relo-
cation of V-Type Address Constants in
Overlay.")

Entry Processor

The entry processor (Charts DC and DD):

e Enters into the alias table any alias
syrbols that were chained together and
saved in the CESD by the alias state-
ment processor. Each entry in this
table consists of an 8-byte symbol
field and a 2-byte ESDID field. For
each saved alias symbol, the entry
processor scans the CESD for a matching
SD-type or LR-type entry. If no match
is found, a zero is placed in the ESDID
field of the alias table entry for the
syrbol. If a matching SD or LR entry
is found, the ESDID of the alias entry
in the chain is placed in the ESDID
field of the alias table entry for the
symbol. (See Figure 16.) The address
assigned by 1linkage editor to the
matching SD or LR and the ESDID of its
control section are placed in the CESD
entry for the chained symbol, and the
type of the chained symbol 1is changed
to null.

e Determines whether the entry point was
specified as an address on an END
statement, or as a symkol on an ENTRY
statement or END statement:

1. If the entry point was specified
as an address on an END statement,
the assigned address is determined
by either absolute or relative
relocation. 1If the ID on the END
statement referred to an ER which
was resolved with an SD or LR, the
address assigned by the 1linkage
editor to the SD or LR is added to
the address from the END statement
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(absolute relocation). If the ID
on the END statement referred
directly to an SD or PC, the
relocation constant for the SD or
PC is added to the address from
the END statenment (relative
relocation).

2. If a symbolic entry point was
specified on an ENTRY statement or
END statement, the CESD is scanned

for a matching SD- or LR-type
symbol. The address of the match-
ing symbol is wused as the entry
point.

3. If no entry point was specified,
the starting address of the SD- or
PC-type control section (not
marked delete) with the lowest
assigned address is chosen as the
entry point. The entry point
associated with the main name (not
an alias) and all alias entry
points must be in segment number
one 1if the program is in overlay.

INTERMEDIATE OUTPUT PROCESSOR

e Writes

The intermediate output processor (Chart

out the CESD on SYSLMOD in
groups of 15 entries per record.® (The
last record may consist of less than 15
entries.)

Builds a half ESD (HESD), consisting of
the last eight bytes of each CESD
entry. (The symbol is deleted from
each CESD entry to conserve main
storage space during second pass pro-
cessing.) The HESD is not complete at
this time. Relative relocation factors
are later moved into the HESD when the
length/ID field is no 1longer needed.
(The ID of each label reference is used
in building the scatter and translation
tables.)

Builds and writes out the segment table

(SEGTAB), preceded by a control record
describing it, if the program is in
overlay.®* SEGTAB contains information

required by the overlay supervisor.

Builds a scatter table and a transla-
tion table for a program that is to be
scatter loaded and writes out scattexr/

11/15/68

translation records
able to
time.

in a form accept-
program fetch at execution
The scatter/translation informa-

tion is written out on SYSIMOD in
1024-byte records. The first four
bytes of each record are used to iden-

tify the records as scattexr/translation
information. Storage hierarchy desig-
nations are included in the tables if
the HIAR bit is set. If the length of
scatter/translation information is
greater than 1020 bytes, the last 1020
bytes (plus four bytes of header infor-
mation) are written out as the first
scatter/translation record. The data
in the last record may be 1020 bytes,

or less. (See Figure 17.)

Completes +the HESD by moving in rela-
tive relocation factors from the relo-
cation constant table for sp-, PC-,
CM-, or LR-type HESD entries. Each
relocation constant is a 3-byte value;

the value may be negative2 because it
is the difference between the address
assigned to a symbol by the 1linkage
editor and the address of the symbol in
the input module. Unused HESD space is
made available to the second pass RLD
input buffer (by decreasing the start-
ing addresses of the RLD buffer and the

TXT and RLD note 1lists, which are
located between the HESD and the RLD
buffer).

Reads the TXT and RLD note lists into

main storage if they were placed on
SYSUT1 during TXT and RLD processing.
(Each note list may have been written a
maximum of three times on SYSUT1 for a
large program. In this case, TIRs
pointing to the locations of note 1list
information are contained in the I/0
control table.)

Determines the control section contain-
ing text with the highest ESD ID in the
program (or in each segment, if the
program is structured for overlay), and
the highest segment number of the seg-
ments that contain text. (This infor-
mation 1is necessary so that the second
pass processor can determine when to
set the end-of-segment or end-of-module
indicator.) The highest ESDID is de-
termined ky scanning the text I/O table
for the ESDIDs of control sections that

contain text. This ESDID is entered
into the high ID (HIID) table along

with its associated segment number.

iThe CESD and control record are not writ- 2If it is negative, an indicator is set in
ten out on SYSLMOD if the "not editable" the HESD to note that it is in complement
attribute is specified. form.
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Low-Order Position
Beginning of in Main Storage
Translation >
Table D 500 bytes
Beginning of 4-byte header
Scatter ——— g} — —C— — 1020 bytes
Table
______ [ ] [ ] [ 1 [ 1
B 1020 bytes A B C D
e
1024 bytes 1024 bytes 1024 bytes 504 bytes
A 1020 bytes

High=-Order Position
in Main Storage

Figure 17.

SECOND PASS PROCESSOR

After intermediate output processing,
the second pass processor reads back TXT
and RLD records from the intermediate data
set (SYSUT1) into the second pass text
buffer and second pass RLD input buffer.
Address constants contained in the text are
relocated and control/RLD records are
created. The TXT and control/RLD records
are then written out on SYSLMOD in a format
that can be loaded by program fetch. The
second pass processor also creates informa-
tion required by the overlay supervisor and
program fetch for the processing of an
overlay 1load module; this information con-
sists of ENTABs and associated RLD items
used to relocate the address constants.
The general operation of the second pass
processor 1is described in the following
paragraph. The method used to relocate
address constants is described in "Reloca-
tion of Address Constants"™ and "Relocation
Routine."

SECOND PASS OPERATION - 15K AND 18K LEVEL E

When the second pass processor (Charts
FA through FE) receives control, it per-
forms the following operations:

s The half ESD (HESD) table is searched
for a PC- or SD-type entry to determine
the ID of the first control section to
be processed 1in the current segment.
(The current segment is initially seg-
ment number one.) The multiplicity is
initialized to zero and the text input/
output table (TXTIOT) is then scanned
for this ID and multiplicity; the entry
containing this ID and the correspond-
ing item in the text note list are used
to find the location of that multipli-
city of text on SYSUT1.

by

Writing Scatter/Translation Records

—

Sequential Order of Records

All text records that pertain to the
current multiplicity are read from SYS-
UT1 into the second pass text buffer.
The second pass text buffer consists of
two 1K areas; each area can hold a
single multiplicity of text (1024
bytes). Two areas (output text buffer
1 and cutput text buffer 2) are used to
provide for input/output overlap and
processing of "split" address con-
stants. When text is read in, it 1is
placed 1in only one of these 1K areas;
sirultaneously, text may be written out
of the other 1K area (unless a split
address constant 1is being processed).
The length of text read into the buffer
is determined by checking the residual
byte count in the input/output klock
(ICB). (Maximum size - residual byte
count = size of record.)

associated with the
currently being pro-
cessed are read into the second pass
RLD input buffer. The RLD input buffer
length is a multiple of 244; RLD reco-
rds are read into it 244 bytes apart to
simplify recognition of the beginning
and end of RLD records when they are
relocated. (Relocation is performed by
record.) The second pass processor
searches the RLD note 1list for the
current ID, and uses the associated TTR
to £find the location of the RLD records
on SYSUT1. RLD records are read back
from SYSUT1 only if the RLD note 1list
entry contains a multiplicity equal to
or lower than the current multiplicity.
If all RLD records to be read in cannot
fit in the buffer, those in the buffer
are processed. The contents of the RLD
input buffer are "compressed" by scan-

All RLD recorxds
control section

ning the buffer and eliminating any
record that has been completely pro-
cessed. Additional RLD records are
then read into the available space. If
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sufficient space cannot be made avail-
able, the last record in the buffer is
processed and overwritten until every
RLD record has been read in and pro-
cessed by the relocation routine. An
overwritten record may contain RLD
itewms for a later multiplicity of text;
if it does, it must be read in again
for that multiplicity.

e A control record 1is written out on

SYSLMOD (the contreol information per-
tains to the text that follows it).

The buffer relocation constant is com-—-
puted for all RLDs associated with the
multiplicity of text in the second pass
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text buffer. This constant is added to

the address field of an RLD item to
determine if an address constant is
contained in +the second pass text
buffer.

The RLDs are relocated, using either

relative or absolute relocation factors
(refer to "Relocation of Address Con-
stants") . As each RID item is relo-
cated, it is moved to the second pass
RLD output buffer. The RLD output
buffer can hold 30 8-byte RLD items.
If an address constant has been relo-
cated within the second pass text buff-
er and its corresponding RLD item can-
not fit in the RLD output buffer, the
contents of the RLD output buffer must
be written out. However, because the
contents of the text buffer must Dbe
written out first, a "dummy" text reco-—
rd (whose size 1is the same as the
relocated text record) must be written
out to reserve space for the text on
SYSLMOD. The contents of the RLD out-
put buffer are then placed on SYSLMOD.
The dummy record is written out only

for the first overflow of +the RLD
buffer, for a given multiplicity of
text.

When all RIDs pertaining to the text in
the second pass text buffer have been
processed, the text is written out on
SYSLMOD. If a dummy text record was
written, the text in the second pass
text buffer will overwrite it, using
XDAP ("execute direct-access program"),
to maintain the proper output load
module format.

If another multiplicity of text is to
be processed for the same control sec-
tion, the operations described above
are repeated for the new multiplicity.

The RLD items are written out in a
control/RID record after the text to
which they pertain. (The control

information pertains to the next text
record to be placed on SYSLMOD; the
RLDs pertain to the previous text.)

When control sections for all
of the output module have been pro-
cessed (determined via the “high ID"
indicator in the HESD type field and
the "last segment of text" indicator in
the all purpose table), the second pass

segments

processor sets indicators in the last
control/RLD record to mark it as the
end of the module. The control/RID
record is written out on SYSLMOD, and
control is passed to the final
processor.

Note: If the output load module is to

be structured for overlay, the second
pass processor creates a list of rela-

Section 2:

tive track addresses (TTR list) to Dbe
used by program fetch when it loads the
segments into main storage for execu-
tion. The TTR list contains one entry
for each segment in the overlay load
module. Each entry contains the rela-
tive track address of the first record
(control record) of a segment, except
for the first segment, which contains
the relative track address of the first
text record. The second pass processor
also produces a PC-type control section

containing ENTAB entries in each seg-
“ment where the text requires them.
This process is described in the para-

graphs "ENTAB Creation" and "Relocation

of V-Type Address Constants in Over-
lay." The second pass processor also
creates the RLD records required by
program fetch to relocate address con-
stants contained in the ENTABs.
RELOCATION OF ADDRESS CONSTANTS
There are two types of relocatable

address constants:

1. Branch type, such as DC V (X) .
2. Non-branch type, such as DC A (X) .

The value of a branch type or non-branch
type address constant depends ocn a symbol
in the CESD. To adjust an address constant
to its proper value in the ocutput load
module, the linkage editor uses an absolute
or relative relocation factor. The abso-
lute relocation factor 1s the address
assigned by linkage editor to the symbol on
which the value of +the address constant
depends. The relative relocation factor is
the difference between the address assigned
to the symbol by linkage editor and the
address of the symbol in the input module.
The relative relocation factor may be posi-
tive or negative. The absolute and rela-
tive relocation factor of each symbol in
the CESD is computed during address assign-—
ment and is saved in the half ESD (HESD) .

Relocation of Non-Branch Type (A-Type)
Address Constants

A relative relocation factor is used for
a non-branch type address constant if the
symbol on which its value depends is in the
same input module as the control section
that contains the address constant. (The
address constant and the symbol it refers
to were assembled or compiled together, or
were previously processed together by link-
age editor.) An example of relative relo-
cation of non-branch type address constants
is shown in Figure 18. Since the address
of DICK is known, the language translator
places it in the value of the address
constant. DICK is a known value prior to
linkage editor processing (not an external
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reference in the input); therefore, a rela-

tive relocation factor (+1000) is wused to
relocate DICK during linkage editor
processing.

An absolute relocation factor is used

for a non-branch type address constant if
the symbol referred to by the address
constant does mnot have a defined value
within the same input module. (The R
pointer of the RLD item refers +to an
Input Module 1
0000
0999
Input Module 2
0000 [3omN CSECT - Linkage
[ Editor
L]
.
*1000
DC A (DHEXT
L]
0999 ®
1000 r57c CSECT
L]
L]
Ld

* Known value of DICK is inserted by
language translator.

Figure 18.

Input Module 1
0000 JOE CSECT
L]
! .
: L]
! EXTRN SAM
i L]
! (]
e *0000
DC A (SAMmT
L]
: .
0500 hd
AN
\ Li(.\kage
/' Editor
Input Module 2
e
0250
SAM CSECT
L]
L]
.
L
1250
* Language translator
inserts zeros because
value of SAM is un-
known.

e Figqure 19.
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external reference.) An example of abso-

lute relocation of a non-branch type con-
stant is shown in Figure 19. In this
example, the value of SAM is unknown when

input module 1 is processed by the language
translator; therefore, zeros are placed in
the value of the address constant. During
second pass processing, the absolute relo-

cation factor (the linkage-editorxr-assigned
address) is used to relocate the address
constant.

Output Module

0000

0999

1000

JOHN CSECT
L)

e +2000
e 1000
DC A (DieKT

1999 L]

2000 piER

* Relative relocation
factor is +1000,

Non-Branch Type Address Constants - Relative Relocation

Output Module
0000
JOE CSECT
L]
L]
L]
EXTRN SAM
.
.
® $0501
0060
DC A (SAMY
.
.
0500 *
0501 SAM CSECT
[ ]
)
L ]
(]
1501
¥ Actual address of SAM in the output module
(0501) is added to value of address constant.
(Note that the refative relocation factor of
SAM is +251.)

Non-Branch Type Address Constants - Absolute Relocation



Figure 20 shows the use of both a compute the value of the address constant
relative relocation factor and an absolute (PETE+10=310). The R pointer of the RLD
relocation factor in relocating a symbol. item refers to the SD entry for PETE in the
Two input modules are to bke processed by ESD; the P pointer refers to the SD entry
linkage editor. Input module 1 contains a for BOB (the control section that contains
non-branch type address constant whose the address constant).
value depends on the symbol PETE; PETE is
an external reference in the same module. During linkage editor processing, the ER
The language translator has assigned a and SD entries for PETE are merged into one
value of +10 to the address constant. The CESD entry; the R pointers of both RILD
R pointer of the RLD item refers to the ER items in the output module will refer to
entry for PETE in the ESD; this entry that entry. The RLD P pointer for the
contains zeros in the origin and 1length address constant in control section BILL
fields. The P pointer refers to the SD will refer to the SD entry for BILL; the P
entry for the control section that contains pointer for the other address constant will
the address constant. refer to the SD entry for BOB. 1In the
output module, both address constants will

Input module 2 contains two control contain the same value. Since the R point-
sections, BOB and PETE. BOB contains a er of the RLD item in input module 1 refers
non-branch type address constant whose to an ER-type ESD entry in that module, it
value depends on PETE; since PETE has a is marked for absolute relocation; the
defined value (300) in the same module, the absolute relocation factor for PETE (+500)
language translator has used that value to is added to the value (+10) assigned by the

Input Module 1 Output Module
ESD Symbol Type Origin Length ESD Symbol Type Origin Length
Entry 1 |BILL SD 0000 500 Entry 1 [ BILL SD 0000 500
No 2 | PETE ER 0000 000 No 2 | PETE SD 0500 [ 400
3 [JOE ER 0000 000 3 { BOB SD 0900 7300
0000 BILL CSECT 4 LICE LR 0620 e
L] 0000 BILL CSECT
Y o
[ [
EXTRN PETE [
[} EXTRN PETE
EXTRN JOE by
e *0010 EXTRN JOE
0490 DC A(PETE+TOJ e ¥ 0510
e * 0000 oeto
0494 DC AUOEY 0490 DC A(PETEHT)
0499 R P FLAG Address + 0620
RLD IL 2 I 1 { I[ 0490 I 0066
RLD 3 1 0494 | [~ 0494 DC AUOF]
Input Module 2 N Linkage 0499 R P Flag Address
— . ————» RLD [ 2 T 1 [ [ 0490 |
Symbol Type Origin Length e Editor RLD [ 4 [ 1 | [ 0494”7
1 [BOB SD 0000 300 —
2 |PETE SD 0300 400 0500 PETE CSECT
JOE LD 0420 2
0000 e
BOB CSECT *
0620 JOE [
. )
.
DC.A(;Egggﬁ)' b 0899 -
* Inserted by language
. translator 0900 BOB CSECT
0299 % Determined by linkage :
i i bsolute
Entry JOE editor using al 1194 EXTRN PETE
0300 PETE CSECT relocation factors .
° (+500, +620) .
.
° # Determined by linkage : * ggloﬁ
° editor using relative 1199 DC A (PETE+O)
0420 JOE ° relocation factor (+200)
. R P Flag Address
0699 . RLD [ 2 ] 3 [ [1194 ]
R P Flag Address
RLD 27 1 I [0294 ]

eFigure 20. Non-Branch Type Address Constants - Absolute and Relative Relocaticn
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an

language translator.
of the RLD item in input module 2 refers to
SD-type in module 2,
marked for relative relocation;
during
factor for PETE
value (+310) assigned by the language tran-
slator.
address constants is 510.

Relocation of

Since the
ESD entry

relocation the relative
(+200) is

The relocated value

all

added to

non-branch

R pointer

it is
therefore,
relocation
the

for both

type

address constant has been previously relo-
cated (by a language translator or by
linkage editor), it contains the value of a
symbcl being replaced; therefcre, the value
of that symbol must ke subtracted from the
value of the address constant. This proc-
ess is called delinking. In delinking, an
address constant is reduced to the value it
would have contained if it referred to an
external reference 1in the input module.
After delinking, the address constant con-

address constants requires an addition or tains the value required for proper reloca-
subtraction of the relocation factor to or tion, should the replaced symbol appear
from the value of the address constant in later in the input, 1in another control
the text of the input module. (aAddition or section. Delinked address constants are
subtraction is specified in the flag field treated like address constants whose values
of the RLD item for the address constant.) depend on external references. (Absolute
relocation factors are used in relocating
DELINKING NON-BRANCH TYPE ADDRESS CON- them.)
STANTS: A relative relocation factor can-
not bhe used to relocate an A-type address Delinking of an A-type address constant
constant that refers to a symbol in a | is shown in Figure 21. Input load mwmodules
control section being replaced. Since the A and B bkoth contain control section SAM.
Module A Output Module
JOE SD 0 1000 JOE sol* 0 1000
BILL ER 0 "
ESD 0 BILL SD | *1000 800 £D
SAM SD| 1000 750 SAM SD | *1800 750
JOHN LR| 1050 3 JOHN LR | *1850 3
-10
JOE 0 [JOE #1900
1100 11007
DC A (JOBMN-+35D) DC A (JOHN—+50)
DC V (BHD) 700 700 DC V (BHLT 1000
FA i - _ Q000 _ ___ _ _ ___| 800 800 R p Flag Address
1000 2 1 IC 800 o
JOHN 1050 ] oc 700
p Flag Address 1000 |BiLL £1900
RLD 2 ! 1 800 DC ALIOHNTST)
1 0C 700 | \ 1630 R P Flag Address
~ Linkage §Z 2 [ oc [ 1350 RLD
Module B ) Editor 1800 [SAM
SAM SD 0 720 ‘///////
ESD JOHN LR| 70 1 1850 | JOHN
BILL sD| 720 800 | * Values are derived from HESD.
SAM *% 1100 + 800 = 1900
¥ 120 - 70 + 1850 = 1900
Notes:
JOHN 70 ® A relative relocation factor is used to relocate the address constant A(JOHN+50) in
_____________________ 720 control section JOE, because JOE and SAM are in the same module.
BILL
120 ® The address constant A(JJOHN+50) in control section BILL must be delinked because it
DC A(LOHNT50) 1350 was resolved with the symbol JOHN in the replaced control section SAM. The old
value of JOHN must be subtracted from the value of the address constant before it can
R P Flag Address be relocated (using the absolute relocation factor) to the new value of JOHN in the
RLD 2 ] 3 I 0C I 1350 output load module.
Delink Table
0004 000070 ]
HESD
| _Type | Absolute Reloc Fact | Seg No |Relative Reloc Fact
00 000000 o1 000000
00 001000 o1 000280
00 001800 01 000800
03 001850 o1 000800
e Figure 21. Example of Delinking
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During linkage editor processing, the first
occurrence of control section SAM is
accepted, while the second occuxrence is
deleted through automatic control section
replacement.

Control section BILL in module B con-
tains a reference to symbol JOHN in control
section SAM. Since SAM in module B will be
deleted, the address constant A (JOHN+50) in
module B must be delinked so that it may be

properly zresolved with the symbol JOHN in
module A. In delinking, the old value of
JOHN 1is subtracted from the value of the

address constant in BILL (120-70=50) . The
absolute relocation factor for JOHN (1850)
is then added to the delinked value of JOHN
(50+1850=1900) .

DELINKING COMMON CONTROL SECTIONS: Common
control sections (either blank common or
named common) must be "delinked" by linkage
editor. All references to common control
sections are made by means of non-branch
type address constants. If the assigned
address of a common control section in the
input to linkage editor is not =zero, all
such references must be delinked. Delink-
ing is necessary because during 1linkage
editor processing all blank common control
sections are collected into a single con-
trol section and all identically named
common control sections are gathered into

individual control sections; references to
them from different input modules must be
delinked so that they can be properly

relocated with respect to the locations of
the common control sections in the output
module.

Delinking adjusts the value of each
address constant in a common control sec-
tion so that it contains its correct dis-
placement from the control section origin.
The values of such address constants are
then relocated so that they refer to link-
age editor assigned addresses, using abso-
lute relocation factors.

Relocation of Branch Type (V - Type)
Address Constants

Only absolute relocation factors are
used to relocate branch type address con-
stants. Since a displacement is not
allowed in the value of a V-type address
constant, the absolute relocation factor is
inserted in the value field during reloca-
tion. (It is not added to or subtracted
from the value assigned by the language
translator, as described for A-type address
constants.) Because the value of a V-type
address constant is inserted, delinking is
never necessary for such address constants.

Section 2:

Relocation of V-type address constants in
an overlay structure is discussed in the
following paragraph.

RELOCATION OF V-TYPE ADDRESS CCNSTANTS 1IN
OVERLAY: If the output of linkage editor
is to be an overlay load module, a U-byte?
branch type address constant in the path of
the symbol it refers to (but in a different
segment) , or in a different region, will be
relocated 1in a special manner. The value
field of the address constant will contain
the address of an ENTAB entry. The ENTAB
entry will contain the address assigned by
linkage editor to the symbol referred to by
the wvalue of the address constant. An
ENTAB entry is created for a V-type address
constant unless:

1« It is 1in the same segment as the
symbol to which it refers.

2. It refers to a another

region.

symbol in

3. It also appears in a segment higher in
the path.

In case 3, an ENTAB entry already exists
for the V-type address constant. (The
entry was created when it was encountered
in the higher segment.) Any recurrence of
the V-type address constant in a lower
segment is resolved to the existing entry.
Whenever an ENTAB entry is created, it is
noted in an entry list; each item in the
entry list contains the entry number of the

referenced symbol in the HESD, the segment
number of the «calling segment, and the
address assigned to the ENTAB entry by

linkage editor. The ENTAB creation routine
uses the entry list to build ENTAB entries.
(Refer to "ENTAB Creation.")

When the second pass processor begins to
process a segment, the entry list is modi-
fied so that it contains only entries for
segments higher in the path of the current
segment. (In Figure 22, segment 4 is being
processed; the entry for segment 3 is
removed since it is not higher in the path
of u.)

1'All address constants must be four bytes
kecause the high-order byte is used by the
overlay supervisor during execution. The
number of the segment containing the
address constant will be placed in the
high-order byte of any V-type address con-
stant resolved to an ENTAB entry. (The
high-order byte must be zero if it is not
resolved to ENTAB entry.)
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5
9
] =t Entry List
S T 71
s e el HESD
Entry SNeg Address
Number °
1
o Next
2 ] available
Current 5 |i|:|e; 4
Segment - will bz
entere:
here,

® Figure 22. Entry List Processing

During relocation, each V-type address
constant is examined to determine if an
ENTAB entry must be created for it. The R
pointer of the RLD item for the address
constant 1is used to find the associated
HESD entry; this entry contains the segment
number of the symbol referred to by the
address constant. The relationship of this

segment to the current segment is then
determined, using SEGTA1. Depending on the
relationship in SEGTA1, the address con-

stant is relocated in one of three ways:

1. If the segment that contains the sym-
bol is higher in the path than the

current segment, the call is upward
and the address constant is resolved
directly. (The absolute relocation

factor of the symbol is inserted in
the value of the address constant.)

2. If the current
the path than the

segment is higher in
segment that con-
tains the symbol, the call is down-
ward. The entry list 1is checked to
determine if an ENTAB entry was pre-
viously created for the symbol in this
segment, or in a segment higher in the
path of this segment. If an ENTAB
entry for the symbol exists, its
address (contained in the entry 1list)
is placed in the value field of the
address constant. If no ENTAB entry
exists for the symbol, a new entry is
placed in the entry list?' and an ENTAB
entry will be created by the ENTAB
creation routine. (Refer to "ENTAB
Creation.") The ENTAB entry will con-
tain the address assigned tc the sym-
bol by linkage editor, and the address
of the ENTAB entry will be placed in

'Whenever a line 1is added to the entry
list, an RLD item is created in the ENTAB
RLD buffer so that the address in the ENTAB
entry can be relocated when the segment is
loaded by program fetch for execution.

50
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the value of the address constant and
in the entry list item.

3. If neither 'of the two
higher in the path of the other, the
call is either exclusive or across
regions. If the two segments are in
different regions, and no ENTAB entry
already exists for the symbol in the
entry 1list, an ENTAB entry will be
created and an entry is mwade in the
entry 1list; the value field of the
address constant is relocated to the
address of the ENTAB entry, which in
turn contains the relocated address of
the symbol. If the two segments are
in the same region, the call is exclu-
sive. If there is an entry in the
entry list for the symbol, the address
constant is resolved through its ENTAB
entry; if there is no entry for the
symbol in the entry list, the call is
an invalid exclusive call and the
address constant is resolved directly
to the symkol. (This usually leads to
incorrect results during execution of
the module.)

segments is

ENTAB Creation

The ENTAB creation routine uses the
number of RID items in the ENTAR RLD buffer
to determine the number of ENTAB entries to
be created for a given segment. The entry
list 1is scanned for all entries that were
created for the current segment; each of
these entries contains the HESD entry nurb-
er for the corresponding symbol. The value
and segment number of the symbol are
oktained from the HESD and are entered into
the ENTAB entry, along with standard infor-
mation shown in Appendix A.

ENTAB creation is shown in Figure 23.
The V-type address constants referring to
SAM and BILL in segment 1 meet the require-
ments for building ENTAB entries. The ESD
and RLD input to the second pass processor,
and the overlay tree structure are shown in
diagram A. During relocation, entries are
created for SAM and BILL in the entry 1list
(see diagram B) ; each entry contains the
address of the ENTAB entry created for the
address constant.

In segment 1, location 136 of control
section JOE contained a call to control
section SAM before relocation. After relo-
cation, location 136 contains the address
of +the ENTAB entry for SAM, and the high-
order byte of the address constant contains
the segment number of the calling segment.
An ENTAB entry is created, in like manner,
for BILL in segment 1.



Diagram A,

036 | JOE

HESD
L.E Relative 136 | DC V(SAM)* Segment 1
Assigned Relocation
Type Address Seg  Constants 236 186 | DCV@ILL)
JOE SD 36 1 200 W%
AM 1
ZILL gg g;g :23 ggg 272 | SAM 272 |BILL
SEGTAB PC 0 1 36
ENTAB PC 236 1 36 Segment 2 Segment 3
DC V(BILL) DC V(JOE)
R p Flag Address
RLD [ 2 T 1 [ 1C T 100 1 Structure with V-type address
[ s [ 7 T 1c |15 | Constants.
Input RLDs - Segment 1 * Zero value assigned by the assembler.
Diagram B.
Output RLD Buffer Entry List Entab RLD Buffer
[ 2 ] 1 [ 1C T 13 1| | 2 | 1 [ 236 [0 ] T [ 1D [ 240 |
L3 | 1 T 1¢ [ 18 ] [ T3 T 248 ! | [ 10 | 252 |
RLDs and Entry List after relocation for control section JOE.
Diagram C.
Segment 1 after processing by Second Pass Processor.
JOE
01000236
136 DC  V{SAM]
01000248
186 DC V(BHty
236 47FF 0024 _ | 00000272 | 02 | 000000
248 47FF 0012 | 00000272 | 03 | 000000 ENTAB
260 Standard Last ENTAB Entry
Diagram D,
Segment 2 after processing by Second Pass Processor.
272 SAM
02000248
752 | DC V(BHLT
Input RLD Buffer Qutput RLD Buffer ENTAB RLD Buffer Entry List
[[3 1T 2 J1C T 680 } (3 1T 2 T 1€ T 752 ] [ None ] = ]
* Same as after processing segment 1.
Diagram E.
Segment 3 after Second Pass Processing
BILL
00000036
DC V(IOEY
Input RLD Buffer Output RLD Buffer ENTAB RLD Buffer Entry List
CT [ 3 Tic &0 ] (T3 Th¢ T7e ] [ None 1 [= 1

sFigure 23. ENTAB Creation

Section 2:

* Same as after processing segment |
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In segment 2, the address constant
referring to BILL does not meet the
requirements for building an ENTAB entry.

(It is not in the path of the segment
containing the symbol.) Therefore, no
ENTAB is created in segment Z. The call

from segment 2 to BILL in segment 3 1is an
exclusive «call. Since a call to the same
s5ymbol appears in a higher segment commron
to 2 and 3 (segment 1) the address constant
may refer +to the ENTAB entry for BILL in
segment 1. (This is determined by scanning
the entry list for the HESD entry corre-
sponding to the symbol BILL.) If a call to
BILL was not contained in a common segment,
the address constant DC V(BILL) in segment
2 would be resolved using the value
assigned by linkage editor to the syrmbol
BILL.

In segment 3, the address constant is an
upward call and is resolved directly.

"Split" Address Constants - Level E

Since each of the two 1K areas of the
second pass text buffer can hold only one
multiplicity o¢f text, an address constant
in a control section containing more than
one multiplicity of text may be "split"
across a buffer boundary. This situation

I is shown 1in Figure 2u4. In case 1, the
address constant 1s split across the bound-
ary between areas 1 and 2 of the second
pass text buffer; this presents no problem,
because the two parts are back-to-back, in
their proper sequence.

Case |
Read A Read B

y y
T T

I ;AD CON | _]
1 | S

Area 1 Area 2
Case 2
Reald B Read A

|

T Y

T T T T T

! CON ! ) | ADI

1 i 1

Area 1 Area 2
V/ - Read B
Y

i I

I | AD| CON | I#
1

Area 1 Area 2

* If Read B placed text in . 2e half of buffer, portions
of address constant would not be contiguous.

F Text is moved in buffer so that after Read B, portions of
address constant are contiguous.

e Figure 24. Split Address Constants in the

Second Pass Text Buffer

In case 2 however, the two parts ot the
split address constant would not Dpe con-
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tiguous; read B (from SYSUT1l) would place
the second part in area 1 of the buffer.
To avoid this situation, after read A the
contents ot area 2 are moved to area 1.
Read B then places the next multiplicity of
text 1n area 2; the address constant can
now ke relocated and the text in area 1 can
be completely processed. The RLD cannot be
placed in a control/RLD record until the
text 1in area 2 has been written out on
SYSLMOD. Therefore, the RLD for the split
address constant is saved in the HESD
prefix, an 8-ktyte area that precedes the
half ESD. (The RLD is saved because an RLD
describes a relocatable address constant
and cannot be written out until the text
containing the address constant is availa-
kle.) After the text in area 2 is written
out cn SYSLMOD, the RLD is moved to the
output buffer.

RELCCATICN ROUTINE - LEVEL E

The relocation of address constants is
performed by the relocation routine (Charts
FC, FD, and FE); the routine operates on
the following input data:

¢ The address of an RID record in the RLD
input buffer.

s The address of the next availakle loca-
tion for an RLD record in the RLD input
kuffer.

e The address of the next available entry
in the RLD output cuffer.
constant  (BRC)

e The buffer relocation

where:

BRC = starting address of TXT buffer +
relative relocation constant of
current control section -
address assigned to current con-
trol section by linkage editor -
(size of text buffer X current
multiplicity).

The relocaticn routine operates 1in the
following manner:

1. The size of +the RLD record to ke
processed is determined.

2. Each RID item is scanned to determine
if:
a. It describes an address constant

currently in the TXT kbuffer (BRC +
address contained in RLD address
field falls within the boundaries
of TXT buffer).

k. The address constant is either a
valid 2-, 3-, or UY-byte address
constant. (The only valid 2-byte



address constants are pseudo reg-
ister type.)

3. Each address constant whose RLD meets
the above requirements is moved from
the text into a computation area. The
address constant associated with the
RID item 4is then relocated according
to the information in the flag field
of the RLD item (refer to Takle 6).
The relocated address constant is then
placed back into the text.

4. The RLD address field is updated using
the relative relocation factor for the
control section being processed. (The
control section referred to by the P
pointer of the RLD item.)

5. The RLD is moved into the RLD output

buffer if space 1is available. If

space 1is not available, the ccntents
of the RLD output buffer are written
out on SYSLMOD.?1

6. Steps 2 through 5 are repeated until
all RILD items have been scanned in the
RLD record being processed.

7. If there are more RLD records in the
input buffer to be processed, the
address of the next record is deter-
mined and steps 1 through 6 are per-
formed. When there are no more RLD
records to be processed for the cur-
rent multiplicity of text, the reloca-
tion routine determines which RILID
items must remain in the RLD input
buffer for the next text record. It
then adjusts the contents of the input
RLD buffer and determines where the

subsequent RLD items are to ke read
in.
Note: 1In order to minimize the number of
times that RID records are .read from

SYSUT1, RLD records for a control section

are held in the input RLD buffer, when
possible, wuntil all RLD records in the
buffer have been processed (because each
RLD record may pertain to many multi-

plicities of text). An RLD record is

removed from the buffer when:

1. All RLD items in the record have been
processed. (Their associated address
constants have been relocated.)

2. Another RLD record must be read into
the buffer and space is not available.

11f the XDAP indicator is off, a dummy text
record is written out before the contents

of the RLD output buffer are placed on
SYSLMOD. If +the XDAP indicator is on, a
dummy write of the text record is not
required.

Section 2:

(The last record in the Luffer is
overwritten tc provide space for the
incoming record.)

When the relocation routine scans an RLD
record in the input RLD buffer it deter-
mines if +the record contains RLD items
belonging to a later multiplicity of text
in the current control section. If all RID
items in an input RLD record have been
processed, the record is mearked for dele-
tion from the input RLD buffer to make room
for more input RLD records. If the RLID
record contains RLD items pertaining to
text that has not yet been read in from
SYSUT1, the record is marked "in core" in
the record 1length field of the RLD note
list, indicating that it is mnot to be
deleted.

When all records in the input RLD buffer
have been scanned, the relocation routine
determines if more RLD records for the
current multiplicity of text are to be read
in. (The read RLD routine sets an indica-
tor when it encounters such a record bLut
cannot read it into the buffer Lkecause the
buffer is full.) Before such xrecords are
read in, the input RILD buffer is scanned
again to eliminate all records mwarked for
deletion and a "pushup" routine packs the
remaining records (those marked "in core")
sc that they are contiguous from the begin-
ning of the kuffer. The records to be read
in are then placed in the empty porticn of
the buffer; these records are processed in
the same wmanner as those already residing

in the buffer. This process 1is repeated
until all records that may contain RLD
items pertaining +to the current multi-

plicity of text have been scanned and

processed.

If there are no records in the input RLD
buffer that are marked for deletion, and
additional RLD records for the current
multiplicity of text must be read in, a
record is read in so that it overwrites the
last record in the buffer. Each record is
read in, scanned, and processed in this
manner until all RLD records for the cur-
rent multiplicity of text have Leen proc-
essed.

When all RLD records for a given multi-
plicity of text have been processed, the
"pushup" routine eliminates all records
marked for deletion and RLD records for the
next multiplicity of text are read into the
buffer.

To avoid processing the same RLD record
twice for the same multiplicity of text, a
"processed" indicator may be set in the
record 1length field of the RLD note list
when a record is overwritten. When a new
multiplicity of text is to be relocated,
the RLD note list is scanned sequentially
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Table 6. Relationship of RLD Flag Field to Relocation
[T T e e T T T T T T T T T e T T T T T T e e 1
| Input | | Output |
- ———————— R q Action by |l
| Flag | Type | Performed | Flag | Type |
N B Ot e e L 1
| 0000LLST | Absolute [Absolute relocation factor is | 0000LLST | A-type |
| | |added to value of address con- | | |
! | [stant | | |
R or— o R — oo {
| 0001LLST | Branch |Absolute relocaticn factor is | 0001ILST | V-type |
| | |inserted into value of address | | |
| | | constant | | |
R om— N e e — for oo 1
| 0010LLST |PR-displacement|Absolute relocation factor is | 0010LLST | PR-displacement |
| |value | inserted into value of address | |value
| | (PR type 1) | constant | |
E—— oo o fommmmrmmmm - {
| OOC11LLST |PR-cumulative |PR length from All Purpose | 0011LLST |PR-cumulative |
| |displacement |Table is inserted into value of| |displacement
| | value |address constant | | value ]
| | (PR type 2) | | | |
ot — T — e o e 1
| 0100LLST | Relative |Relative relocation factor is | 000QLLST | A-type |
| | |added to value cf address ]
| | | constant | |
prmmmmmmmmm - fommmm -- - -—- B B e
1000LLST | Delink {Delink value is subtracted from] O00COLLST | A-type

| |address constant and absolute | |

| |relocation factor is added to | |

| |address constant | |
____________ R Y W |

In delink type, the delink value is added or subtracted according to the

of the sign; the

not relocated.

constant)
storage for execution.

from the first entry. If an entry indi-
cates that the record is "in core" and the
record contains RLD items pertaining to the
new multiplicity of text, it is processed.
However, such a record may be removed from
the buffer so that other records can be
read 1in; such a record is marked
"processed" when the scan has not reached
its entry in the note list. (When the scan
reaches the entry it will be ignored and
the processed indicator will be reset.)

FINAL PROCESSOR - 15K AND 18K LEVEL E

The final processor (Chart GA) performs
"cleanup" functions, and is the last opera-
tion of 1linkage editor processing. The
final processor:

¢ Writes the TTR note list, created by

the second pass processor, on SYSLMOD
if the output load module is to be used

54

(It may have keen delinked.)

[

|

|

I

|

| * If S (sign) in LLST is 1, subtraction is performed, rather than addition.
| O

|

|

{

| flag field is set to one (1000LLST for an A-type constant, 1001LLST for a
|

I

opposite

absolute relocation factor is added to or subtracted from the
address constant according to the indicated sign.
¢ If an RID item refers to an undefined symbol, the associated address

constant is
The high-order bit of the RLD item
V-type

and no relocation will be performred when the module is loaded into main

in overlay. The TTR list ccntains the
relative track address of the first
record of each segment of the overlay
load module. It 1is wused Ly program

fetch to find the segments when it
loads them into main storage for execu-
tion.

¢ Places each entry in the proper format
for the partitioned data set directory,
modifies it if there are alias symbols,
and issues a STOW macro instructiont
fcr the merber name and each alias.

e Checks attributes (reusable and
reentrant). If +the attributes have
1The STOW macro instruction is not issued

if there was no valid input, if there were
no ESDs, 1if nothing was written out on
SYSLMOD, or if the run was terminated by a
severity 4 error.
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more restrictive, a message describing
the change in attributes is printed
out. (For example, the input module

was specified as "reusable" and is now

"not reusable.™)

e Passes control to the diagnostic direc-

tory print routine to print out a
directory of logged errors.
e Releases main storage space that was

allocated to linkage editor.

e Checks for any final options and passes
control to the module map routine if a
module map or cross reference table was
requested.

e If the module has been marked "not
executable, " an error message is
printed out. Control is then returned
to the caller, or, if a NAME card
terminated SYSLIN input for the 1load
module being processed, to the initial
processor.

ERROR LOGGING

Whenever an error condition (other than
input/output errors) is detected during
linkage editor processing, the error log-
ging routine (Chart GB) sets an indicator
in an error logging map and prints out a
coded diagnostic message. During final
processing, the diagnostic directory print
routine scans the error logging map. When
an indicator is found "on" in the map, this
routine refers to an associated list (via a

Error Logging Map

T
| ! | |
1

table of pointers) which is used to build a
diagnostic message.

An example of error logging in level
E is given in Figure 25. Each entry in the
list contains a length indicator and a
pointer to a phrase to be assembled into
the message. (Phrases are stored to save
main storage space; complete messages would
require additional space due to repetition
of identical phrases.) The diagnostic
directory 1is then printed out, one or two
lines to a message.

Note:

All error messages produced by the link-
age editor are identified by a message IO
having the format:

IEWDMMS

where:

IEW - identifies the message as a linkage

editor error message.

D - contains a zero.
MM - is the message number.
S - 1s the severity code.

The module in which an error message
occurred is identified by the message numb-
er (MM) as shown in Table 7.

) 16 63
\\
N~ e
Table \
I ‘ Entry 48 ]
re
L/
List
T T T T T T
1 | | o [ l
BRI RN
7/ ! \
_ ’,// // \\ \\‘~h_.__-——~-——‘\
T T —_— P’ S~ RN
Phrases ¥ ‘

} Phrase P ]

Message y

Phrase P

| Phrase R ‘7 Phrase M

] Phrase J ]

* This pointer is determined by subtracting the
hit number from the length of the error
oy wina map (64 - 16 = 48).

Figure 25.

Building Error Messages (Level E)

Section 2:
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INPUT/OUTPUT ERROR HANDLING

Wwhen the control program detects an
input/output error during linkage editor
processing or when the second pass proces-
sor finds an error following execution of

an XDAP macro instruction, the SYNAD rou-
tine (chart GD) is entered for an analysis
of the error and for production of a

message describing the error.

Error analysis depends on whether BSAM,
BPAM or XDAP was in use at the time of the
1/0 error. Thus, the SYNAD routine has
three entry points. The proper SYNAD entry
point is assembled into the SYNAD field of
the DCBs for the SYSLMOD, SYSLIN, SYSUT1,
and SYSPRINT data sets. The SYNAD field
for the SYSLIB DCB is filled by the include
processor when the DCB 1is opened. (For
SYSLIB the entry point corresponds to BSAM
or BPAM.)

Upon entry from BPAM or XDAP, the SYNAD
routine issues the SYNADAF macro instruc-
tion for error analysis and message con-
struction. The routine moves the SYNAD-
generated message into the TEXT I/0 table
area, inserts the proper ID into the mes-
sage, and then prints the completed mes-
sage. The SYNAD routine then either
returns control to continue linkage editor
processing (in the case of an input failure
from SYSLMOD during module map processing)
or passes control to the final processor to
terminate the edit without output.

When the SYNAD routine is entered from
BSAM, a check is made to determine whether
the error occurred while writing to SYSs-
PRINT. If this is the case, the macro
instruction is not issued; instead, control
is immediately returned to the caller. If
the error did not occur while writing to
SYSPRINT, SYNAD operation is the same as
for BPAM and XDAP.

56

e Table 7. Error Message -- Module Cross
Reference Table
r T~ =TT T T T T T T 1
| MMS | Module Where Error Occurred ]
p—mt -4
| 012 |IEWLESCD i
| 022 |IEWLESDC |
| 033 |IEWLCENT |
| 043 |IEWLCENT |
| 053 |IEWLCENT |
{ 063 |IEWLCENT |
| 073 |IEWLCENT |
| 083 |IEWLCENT |
| 093 |IEWLCENT [
| 102 |IEWLCEND |
| 113 |IEWLCENT {
| 123 |IEWLEADA |
| 132 |IEWLEADA |
| 143 |IEWLEOUT |
| 152 |IEWLCENS |
| 161 |IEWLCENS |
| 172 |IEWLCENS i
| 182 |IEWLCENS |
{ 193 |IEWLEADA i
| 201 |IEWLEADA |
{ 212 |IEWLEINP |
{ 222 |IEWLCESD,IEWLEINP, IENLETXR |
| 232 |IEWLCESD,IEWLEINP,IEWLETXR |
{ 241 |IEWLCESD |
| 254 |IEWLCESD,IEWLEADA |
| 264 |IEWLCESD |
| 272 |IEWLCINC |
| 284 |IEWLCSCN,IEWLEINT |
| | 294 |IEWLCFNL |
| 302 |IEWLCSCN |
| 314 |IEWLCSCN |
| 328 |IEWLCSCN |
| 332 |IEWLCSCN |
| 382 [IEWLCINC |
| 354 |IEWLETXR |
| 364 |IEWLETXR |
| 374 |IEWLETXR |
| 382 |IEWLETXR |
| 394 |IEWLCFNL |
| 404 |IEWLCFNL |
| 412 |IEWLCFNL |
| 421 |IEWLCFNL i
| 432 {IEWLCINC |
| 444 |IEWLESCD |
{ 454 |IEWLESCD |
| 461 |IEWLEADA i
] 472 |IEWLCENT |
| 484 |IEWLEINP [
| 492 |IEWLCSCN |
| 502 |IEWLCFNL i
| 512 |IEWLCINC i
| 522 |IEWLCINC |
{ 532 |IEWLCINC |
| 543 |IEWLCFNL |
| | 630 |IEWLCMAP |
1 A1 J
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MODULE MAP AND CROSS—-REFERENCE TABLE

If the MAP option 1is specified, the
final processor passes control to the
module map processor (Chart GC). The
module map processor requests main storage
space, opens SYSLMOD for input, and reads
in ESD records. The ESD records for the
current segment are gathered and sorted by
address. The module map is then printed
out; the map 1lists, in ascending order
according to their assigned origins, all
control sections contained in the output
module and the external symbols within the
control sections. CcControl sections in an
overlay output module are grouped by seg-
ment and are listed in ascending order of
their assigned addresses within the
segment.

Section 2:

If the XREF option 1is specified, the
module map processor also reads back the
RLD records from SYSLMOD and builds the
cross-reference table. The cross-reference
table includes a module map and a list of
all references within a given segment that
refer across control section boundaries.
Each entry in the list contains the address
of the reference, the symbol to which it
refers, and the name of the control section
in which the symbol is defined. For over-
lay programs, each item in the 1ist also
contains the number of the segment in which
the symbol is defined.
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LEVEL E —-- FLOWCHARTS

MICROFICHE DIRECTORY

The microfiche directory is designed to help you find named areas of code in the
program listing, which is contained on microfiche cards at your installation. Microfiche
cards are filed in alphameric order by okject module name. If you wish to locate a
control section, entry point, table, or routine on microfiche, find the name in columrn
one and note the associated object module namwe. Ycu can then find the item on
microfiche, via the object module name; for example, routine ALLOO1 is on card IEWLEINT.
The other columns provide a description of the item, its flowchart ID (if applicable),
its overlay segment number, and a synopsis of its function (or its contents, if a table) .

f T T T -T T T ———==
| Name |Description| Object |CSECT | Overlay |Chart]| Synopsis |
| | |Module Name| Name | Segment | ID | |
| | | (Microfiche| | | ] |
| | |  Name) I | (15K, 18K) | | |
b 1 : 1 t bt — {
|Alias Table|Table | IEWLCENT |TEWLCENT|9,6 |—= |ALIAS symbols from CESD |
—_— 4 4 ] 1 I 4 4
T T T T 4 T Al
|ALLOO1 |Allocation | IEWLEINT | IEWLEINT| 3,2 |BA |Allocate main storage |
[ |Routine I | ! I I I
F + 1 1 t " -4
|All Purpose|Table | IEWNLEAPT | TEWLEAPT] 1,1 |—- |{Major communications area |
|Table | I I | | | |
- ¥ 1 I : 4 + 1
|Calls List |Table | IEWLETXR | IEWLERAT| 6,3 |-- |Entries for V-type ADCONS |
[N i } 4 1 i }
r T T L) T ¥ ] _‘i
|CESD | Table | IEWLCESD |IEWLCESD{12,7 |-- | ESD control information |
L 4 } 4 } L |
r L T 1 ] 1 T {
|Delink |Table | IEWLEINP | IEWLEINP| 4,3 |-- |Entries for symbols being |
|Table | | ] | | | deleted |
b t 1 : : ¢ : -
|Downward |Table | IEWLCENS | IEWLCENS]| 9,6 |—- |Downward calls from V-type|
|Calls List | | | | | | ADCONS |
: t : } } : + 4
| ENTER |Enter | IEWLCESD | IEWICESD| 12,7 |CF |Enter ESD item in CESD |
| |Routine | | | | |
- 1 1 4 : " {
|Entry List |Table | IEWLESCD | TEWLESCD| 12,7 |- |Control information for |
| I | I I I |V-type ADCONS |
F 1 1 1 { : t .
|ENTAB RLD |Table | IEWLESCD | IEWLESCD| 12,7 |- |ENTAB records built here |
|Buf fer | I I | | I |
F 1 1 1 t P .
JFREELINE | Freeline | IEWLCESD | IEWLCESD| 12,7 |CF | Select next available line|
| |routine | | | | |in CESD |
- + : 1 t S 1
|Half ESD |Table | IEWLEOUT | IEWLEOUT| 9,6 |-- |ESD control information |
[ 4 } i i R }
1 3 1 T 1 1 T | "
|High ID | Table | IEWLEOUT |IEWLEOUT|9,6 |-= |High ID for each segment |
|Table | I | | | | I
b + + : t + : i
| IEWLCAD1 |Entry Point|IEWLEADA | LEWLEADA|9,6 IDB  |Make CESD entries for |
| | I ] | | | ENTABS |
b + ' t + ', ¢ 1
| IEWLCAUT |Entry Point|IEWLCINC |TEWLCINC|8,U |cp |Automatic library call |
| | | | | | | processing |
b : : I t 1 : 1
| IEWLCBTP |CSECT | IEWLCBTP |IEWLCBTP| 10,8 |GA |Print diagnostic messages |
L L AL L L L 1

(Continued)
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Microfiche Directory (Continued)
T T 2 I - -1
| Name |Descr1pt10n| Object | CSECT | Overlay |[Chart]| Synopsis
| | |Module Name| Name | Segment | ID | |
| | | Microfiche| | | | |
| | |  Name) | | (15K, 18K) | [ [
b= t 4 1 t =t =
!IEWLCDCN |Entry Point| IEWLCRCG | IEWLCRCG| 7,3 |CG |Removes CESD item from |
i | | | | | |library chain |
- 1 % 1 t f——t 1
|IEWLCDLK |Entry Point| IEWLEINP | IEWLEMDL| 4,3 |-- {Builds Delink Table |
b t -+ 1 ——+ e ¢ - 4
| IENLCEND  |CSECT | IEWLCEND | IEWLCEND| 6,3 |[CK  |END Statement Processing |
— } 4 4 USRI, | [} ] *
T T Bl T v T
| IEW LCENS {CSECT | IEWLCENS | IEWLCENS| 9, 6 |IDB  |ENTAB size determination |
i 1 1 4 IR i }
r T T T T T T - "
| TENLCENT |CSECT | IEWLCENT | IEWLCENT|9,6 |DC,DD| ENTRY statement processing]|
I + 1 + —4—- + : .
| LENLCEOD |Entry Point|IEWLEINP | IEWLEINP| 4,3 |-- |EOD for SYSLIB; also |
| | | | | | Jentered when ECM record |
| | | | | | |read from load module |
- + + e — —4-———} - |
| IEWLCESD JCSECT | IEWLCESD |IEWLCESD| 12,7 |CE,CF| ESD record processing |
] | | I ! Icc | !
— t ¢ 4 + = = - |
| IEWLCFAB |Entry Point|IEWLCFNL | IEWLCFNL]| 10,8 |-— | Termination processing |
1L 1 4 S (U (- 1 | <|
T T T T T T
| TEWLCFNL |CSECT | IEWLCFNL |IEWLCFNL|1O 8 1GA |Final processing |
[ } } +
- 1 1 I T T - '!
| TEWLCINC |CSECT | IEWLCINC |IEWLCINC|8 4 jco | Include processing [
1 } 1 4 | 1
r T L | o T "
| IEWLCLDB |CSECT | IEWLCLDB |IENLCLDB|2 1 f—- | SYSLIB DCB |
1 1 | 4 I
LD T T B [ +-—_- T - "
| IEWLCMAP |CSECT | IEWLCMAP |IEWLCMAP|11 8 | GC |Module map processing |
[ . | } _+__ | 1 — {
T T b T T T
| IEALCPTH |Entry Point| IEWLCRCG | IEWLCRCG} 7,3 |CG |Find common segment in |
| | | | ! | |overlay path |
k- 1 . o 1 - + % ]
{IE WLCRCG | CSECT | IEWLCRCG |IEWLCRLG|7 3 |-= |Replace/change processing |
[l i 1 |
r B T + - +_’— T - '|
| IEWLCSCN | CSECT | IEWLCSCN | I WLCSLN|8 5 |CL,CM|Control statement scan |
— 1 - = e } } 4
|IENLCSDB  |Symbol | IENLEAPT |IEWLEAPT|1 1 1-- | SYSLIN DCB I
b : + 1 P S =
| IENLCSNX |Entry Point|IEWLCFNL |IEWLCFNL|10,8 |-- | Synchronous file error |
| | | | | | lexit |
1 [ 1 __+_ —_ { | .‘
] T T B T T .
| IENLCSYM |CSECT | IEWLCSYM |IEWLCSYM|7,3 |CD | SYM processing |
- 1 4  — : t -1
| IENLEADA |CSECT | IEWLEADA | IEWLEADA| 9,6 | DA |Address assignment pro- ]
| | | | | | | cessing |
L 4 } ____,I, _______ | i I } .l
1 T 1 T T T
| IEWLEAPT | CSECT | LIEWLEAPT | IEWLEAPT| 1,1 |-- [|All purpose Table |
1 I iy 1 ] 4
r T 1 R L T T "
| TEWLEEON |Entry Point|IEWLEINP |1EWLEINP|& 3 |-- |ECD for SYSPRINT |
1 } ] i 1
T T 1 _—_+ ________ T T '|
| IEWLEINP |CSECT | IENLEINP |ILWLEINP|H 3 |ca | Input processing ]
i 4 1 4
r T T ¥ “+ _+ - ‘|
| IEWLEINT |CSECT | IEWLEINT |IEWLEINT|3,2 | BA | Initial processing |
1 1 i 4 1 ]l
r T T T T T T "
| IEWLELOG | CSECT | IEWLELOG |IEWLELOG|2 1 jcB |Error logging |
I 1 t 1 -t _ =
| IEWLEMDI |CSECT | IEWLEINP |IEWLEMDI|4 3 1-- |Module input |
1 4 _+ _— { 1 | ____4|
L} T 1 T T
| IEALEOPT | CSECT | IEWLEOPT |IEWLEOPT|3 2 |BA |Attributes and ogptions |
| | | I | | | processing |
L 1 1 N 1 L L g |

(Continued)
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Microfiche Directory (Continued)

1731768

) T T T T T T 1
| Name |Description| Object | CSECT | Overlay |Chart| Synopsis |
| | |Module Name| Name | Segment | ID | |
| | | Microfiche| | | | |
| | |  Name) | | (15K, 18K) | | |
t t t 1 = — -1
| IENLECUT |CSECT | IEWLEOUT | ZIEWLEOUT| 9,6 | EA | Intermediate outrut pro- |
| | ! | I I | cessing |
% + 1 .l } : ¢ -4
| IENLERAT  |CSECT | IEWLETXR | IEWLERAT| 6,3 |CH,CI|TXT and RLD processing |
I | ! I | ICg | |
— 1 + I $ : $ -
| ITEWLERDM JEntry Point|IEWLEINP | IEWLEINP| U4, 3 1-- JRead routine |
L 4 I 4 1 4 4
r I T L 1 T T {
|IEWLEROU  |CSECT | IEWLEROU | TEWLERQU| 1,1 |—- | Linkage editor E entry [
I I | | | | | point |
’ + : = t — =
| IEWLESCD | CSECT | IEWLESCD |IEWLESCD| 12,7 | FA,FB| Second pass processing |
L I 4 } 4 ] [N
r L] 1 T ) L] T —_4
| LABEL | Label | IEWLCESD | IEWILCESD| 12,7 |CF |Renumber ID field of LABEL|
| |Routine | | ] |item |
- 1 1 : ¢ : : -4
| LIBOP |Library | IEWLCINC | IEWLCINC| 8, 4 [co |Opens libraries |
| | Open_ | | | | | I
| |[Routine | I | | I I
b 1 : 1 + L — {
| NXTLINE |Next Line |IEWLCESD | TEWLCESD| 12,7 |CE | Set pointer to next line |
| |Routine | | | | |in CESD |
— 1 4 1 f 1 —
|Relocatable |Table | IEWLEADA | IEWLEADA| 9,6 |—— |Relocation constants |
[Constant | I | | | | !
|Table | | I I ! I [
b = : : t — i
| RENUMBER | Renumber | IEWLCESD |IEWLCESD[12,7 ICF  |Translate ESD ID to CESD |
| |Routine | | | | | ID |
——- t = + + e t -1
|Renumbering| Table | TEWLCESD |TEWLCESD| 12,7 |-= |ESD - CESD item resolution]
|Table | | I I I | !
b + t : I 1
| RLDBUF |RLD Buffer |IEWLETXR |IEWLERAT|6,3 |CH,CI|Write RIDs to SYSUT1 |
| |Routine | I I | I |
1 L } i + ] } __{
v ¥ 1 T T T T
|RLD Note | Table | IEWLETXR |TEWLERAT| 6,3 |- | Description, location of |
|List | | | | | |RLDs on SYSUT1 |
b + : 1 : L -
| Scatter | Table | IEWLEOUT |TEWLEOUT|9,6 |-- | Ordered symbol addresses |
Table | | | | ! | |
b { t + t e =
| SCDCUTLD | Split ADCON|IEWLESCD |IEWLESCD|12,7 |JFC  |Relocate split ADCCNs |
I |Routine | | [ I I I
F ¥ + I t = ! -
| SCDRELOC |Relocation |IEWLESCD |IEWLESCD| 12,7 | FC,FD|Relocate address constants|
| |Routine | | | |FE | |
% t .L . + — =
| SEGLGTH | Table | IEWLEADA | IEWLEADA]9,6 |-- | Segment lengths |
| Table | | I I [ I |
I t : b t ¢ b =
| SEGTAB | Table | IEWLEOUT |IEWLEOUT|9,6 |- | Segment relationships |
L L 1 L 1 L L _1
{Continued)
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Microfiche Directory (Continued)

r T T T T T 5 1
| Name |Description| Object | CSECT | Overlay |Chart| Synopsis |
| | |Module Name| Name | Segment | ID | |
i | | Microfichej | | | |
[ | | Name) | | (15K, 18K) | | |
L 41 { | } 1 ! 1
r T i T T T T T 1
| SYSLMOD | Symbol | IEWLEAPT | IEWLEAPT| 1,1 |-- | SYSLMOD DCB {
L 1 ] 4 } N L
LB T 1 T T T T _—"
| SYSPRINT | Symbol | IEWLEAPT |IEWLEAPT|1,1 |-- | SYSPRINT DCB |
+ 4 I 4 ] |
- 1 T T 1 T T —{
| SYSUT1 | Symbol | IEWLEAPT | IEWLEAPT| 1,1 |—— | SYSUT1 DCB |
i ] ] { J i IR
L T T T L) 1 1 —‘{
| Text I/0 |Table | TEWLETXR | IEWLERAT| 6,3 |-— | Description of text on |
| Table | | | | | | SYSUT1 |
t = + + f : : -1
|Text Note |Table | IEWLETXR | TEWLERAT|6,3 |- | Location of text on SYSUT1|
|List | | I | | | |
! 1 i 4 —d— 4 } _{
r T T T T T
| Translation|Table | IEWLEOUT | IEWLEOUT|9,6 |-- | Pointers to Scatter Table |
| Table | | | | | |entries |
—_— 4 N } [} Il ] ___{
T T T L T T . .
| TTR List | Table | IEWLETXR | ITEWLERAT|6,3 |-- |Address of first text in |
] | | | | | |each segment |
-— f t = : t t !
| TXTBUF | TXT Buffer |IEWLETXR | IEWLERAT|}6,3 |CH,CJ|Write TXT to SYSUT1 ]
| |Routine | ] | | |
L 1 L 1 L 1 L 4
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e Chart CD.
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sChart CE. ESD Processor (IEWLCESD)
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s Chart CF.

ESD Processor (IEWLCESD)

(Continued)
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e Chart CG. ESD Processor (IEWLCESD) (Continued)
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Chart CH.

TXT and RLD Processor (IEWLERAT)
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Chart CI. TXT and RLD Processor (IEWLERAT) (Ccntinued)
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Chart CJ. TXT and RLD Processor (IEWLERAT)
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e Chart CK.
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® Chart FE. Relocation Routine (Continued)
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e Chart GA.
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APPENDIX A:

REFERENCE DATA FOR LEVEL E LINKAGE EDITOR

This section contains reference informa-
tion, including linkage editor conventions,
tables, and record formats, for the 15K and
18K level E linkage editor.

Note: The I/0 conventions and record for-
mats for 1linkage editor E and linkage
editor F are the same.

INPUT CONVENTIONS

Input modules (object or 1locad) to be
processed in a single execution of 1linkage
editor must conform with a number of input
conventions. Violations of the following
rules are treated as errors by linkage
editor:

e All text records of a control section
must follow the ESD record containing
the SD or PC entry that describes the
control section.

e The end
marked by an end record (END in
modules, LAST in load modules).

of every input module must be
object

e Each input module may contain only one
no-length control section (a control
section whose length field in the SD-

or PC-type ESD entry that describes it
contains zeros). The length must be
specified on the END record of any
module that contains a no-length con-
trol section.

e After processing the first text record
of a no-length control section, linkage
editor will not accept a text record of
a different control section within the
same input module.

e Any RLD item must be read after the ESD
item to which it refers; if it refers
to a label within a different control
section, it must be read after the ESD
item for that control section.

e The language translators must gather
RLD items in groups of identical posi-
tion pointers. No two RLD items having
the same P pointer can be separated by
an RLD item having a different P
pointer.

Appendix A:

Reference Data For Level E Linkage Editor

¢ Each record of text® and each LD- or
LR-type ESD record must refer to an SD
or PC entry in the ESD.

® The position pointer of every RLD reco-
rd must point to an SD- or PC-type
entry in the ESD.

e No LD or LR may have the same name as
an SD or CM.

e All SYM records must be placed at the
beginning of an input module. The ESD
for an input module containing test
translator statements must follow the
SYM records and precede the TXT
records.

e Linkage editor accepts TXT records that

are out of order within a control
section, even though 1linkage editor
processing may be affected. TXT reco-

rds are accepted even though they may
overwrite previous text in the same
control section. Linkage editor dJdoes
not eliminate any RLD records that
correspond to overwritten text.

e During a single execution of 1linkage
editor, if two or more control sections
having the same name are read in, only
the first control section is accepted;
the subseguent control sections are
deleted.

* Linkage editor interprets common (CM)
ESD items (blank or with the same name)
as references to a single control sec-

tion, whose length is the naximum
length specified in the CM items of
that name (or blank). No text may be

contained in a common control section.

e Fithin an input module, linkage editor
does not accept an SD- or PC-type ESD
item after the first RLD item is read.

To avoid unnecessary scanning and
input/output operations, input modules
should also conform with the following

1A  common (CM) control section cannot con-
tain text or external references.
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conventions. Although violations of these
rules are not treated as errors, compliance
with them will improve the efficiency of
linkage editor processing.

Within an input module, no LD or SD
should have the same name as an ER.

Within an input module, no two ERs
should have the same name.

Within an input module, TXT records

Appendix A:

should be in the order of the addresses
assigned by the 1language translator.
(If TXT records are not in address
sequence, each reorigin operation may
require additional linkage editor proc-
essing time.)

RECORD FORMATS

Following are the record formats pro-
duced during linkage editor processing.
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RECORD FORMATS - LEVEL E

The following are the card image load module record formats for the 1level
editor.
SYM Input Record (Card Image)
]l l 2-4 I 5-10 11,12| 13-72 73-80

Not used
TESTRAN data
- Number of bytes of TESTRAN data
— Blank

T SYM
= 12-9-2 (0000 0010)
ESD Input Record (Card Image)
lIJ 2-4 ! 5-10 ]1L12b3J4h5J6‘ 17-72 ' 73-80

| |

|

! —- ESD Data -- see below
! Blank if all ESD items are LD
|

!

!

ESD IDENTIFIER of first ESD item (other than LD)

Blank
—— Number of bytes of ESD data

~ Blaak

- £SD
— 12-9-2 (0000 0010)

T
-8 ]9!10—12 ‘13! 14-]6]

Length of control section {if type is: SD,PC, CM)

Identifier of SD entry containing name
Blank if type is ER

= Length of pseudo-register (PR)

== Blank - Alignment Factor for type PR

-------- 24 bit address {SD,PC, LD, LR)

L Type - Hex (00=SD,01-LD, 02-ER, 03=LR, 04- PC,05=CM, 06-PR)

— Ncme -~ when type is: SD,LD,LR,ER,CM, PR

92
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Text Input Record (Card Image)

|I I 2-4 IS’ 6-8 \9-]0_%1,]2]]3,14|15,16l 17-72 ‘ 73-80 J

I——Text data (machine language code) ‘ Not d
R of use

ESD Identifier of SD for control section of this text
Blank
Number of bytes of text data

Blank

L——24 bit address of first byte of text data

— Blank

L 1xt

L—12-9-2 (0000 0010)
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RLD Input Record (Card Image)

l] l 2-4 J 5-10 l]]-lZl 13-16 I 17-72 | 73-80
|_ RLD data - see below [— Not used
Blank
Number of bytes of RLD data
Blank
- rp

....... 12-9-2 (0000 0C10)

!—172 I3,4 ‘5 6,7,8 | RLD data item

L

Flag field == (TTTTLLSTn)
T TTTT=type
0000=non-branch
0001=branch
0011=pseudo register cumulative length
LL=length of address constant
01=2 bytes
10=3 bytes
11=4 bytes

Ass:gned cddmss of address constant

S=Direction of relocation
O=positive (+)
1=negative (-)
Tn=type of next RLD item
O=next RLD item has a different R or P
pointer; they are present in the next item.
1=next RLD item has the same R and P point-
ers, hence they are omitted.

——Position pointer (P) - ESDID of SD for control section that contains the address constant

Zero (00) if type=PR cumultative length

I]I 2-4 ISI 6-8 I 9-14 I15,16| 17-28 [ 29-32 33-80
I‘“ Not used
Control section length for control section whose length was not specified
Blank in SD ESD item. Byte 29 is binary zero if length is present.
ESDID of SD item for this control section that contains the address specified in bytes 6-8.
— Blank
'— 24 bit address of entry point (optional)
L Blonk

- END

- 12-9-2 (0000 0C10)
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END Input Record - Type 2 (Card Image)

l] ’ 2-4 I 5-16 17-24 l 25-28 ‘ 29-32 l 33-80
Not used
Control section length for control section whose length was not specified
in SD ESD item

“— Blank

L— Symbolic entry point name (optional)

—— 12-9-2 (0000 0010)
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SYM Record - (Load Module)

sl s

SYM data and ESD data (ESD type SD, CM and PC items) - (maximum of 240
bytes)

|
I
{

|\i~— Count - ir bytes, of SYM and ESD data (2 bytes)

—Sustype - specifies information for TESTRAN - (1 byte)
T 1000 0000 - this SYM record contains ESD items (SD, PC or CM) trom
a load module that was not "under test". The test
option was not specified when it was link edited.
000C 0CO00 - this SYM record is not the above type.

L Identification - specifies this is a SYM record -~ 0100 0000 (1 byte)

CESD Record - (Load Module)

IO] 1-3 SS up to 240 bytes of ESD data

4,5 |6,7| 8-247

ESD data - for detailed information see below.

Count - in bytes, of ESD data (2 bytes)

——ESDID of first ESD item (2 bytes)

*——Spare - 3 bytes of binary zeros

L~ |dentification -- 0010 0000 -- (1 byte)

CESD Data (Load Module)

ERE

10-12 \]3[ 14-16 l

L ID/length - length (3 bytes), when type is: SD, PC, CM or PR
ID (2 bytes), when type is LR
Zero (3 bytes), when type is ER or Null

Segment number - in which this symbol appears. Zero when type is ER or Null (1 byte).

Address - linkage editor assigned address of this symbol. Zero when type is ER or Null (3 bytes).
——Type - (1 byte) Section definition (SD) - hex 00
T Label reference  (LR) - hex 03
Private code (PC) - hex 04

Private code rmarked delete
(ENTAB and SEGTAB control sections) - hex 14

Common (CM) - hex 05

Null - hex 07

External reference (ER) ~ hex 02

Pseudo register (PR) - hex 06
~—Symbol - The eight character external name - Zero when type is Null.
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Scatter-Translation Record

iOl 1 ‘2—3 l 4-1023 Sg Up to and including 1020 bytes
—— Data - may contain translation table, translation table and scatter table or scatter table only
——Count =~ in bytes, of data field
—Zero - one byte of binary zeros
“—Identification - identifies this as a scatter~translation record - bit configur-~

ation is; 0001 0000

Translation Table

LIPS TP

Padding (2 bytes) - if necessary, toforce full-word boundary alignment of scatter table.

Pointer (2 bytes) - to the scatter table entry that contains the address of the
control section containing this CESD entry.
Number of translation table entries = number of CESD entries +1.
Pointer will be zero if its corresponding CESD entry is not
SD, PC, CMor LR.

——Zero - 2 bytes of binary zeros

Scatter Table

I NN N Y N I

Assigned address (4 bytes) - of a control section (SD, PC or CM)

Zero - 4 bytes of binary zeros

Translation Table and Scatter Table

T3

[nfre e[t Srdnlef s [ [ |5 [ |

Scatter data

Padding (2 bytes) if necessary to align scatter table to a full-word boundary.

Translation data

Appendix A: Reference Data For Level E Linkage Editor
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Control Record - (Load Module)

}O! 1-3 l4-5|6-7| 8-15 , | J

‘— - Length of text record and/or length of control section - specifies the

length of the control section (in bytes) to which the text in the

following record belongs, or the number of bytes of a control

section contained in the following text record (2 bytes)

——" CESD entry number - specifies the composite external symbol dictionary entry that

contains the control section name of the control section of which this text is a part (2 bytes)

— Channel Command Word (CCW) - that could be used to read the text record that follows. The data address field contains
the linkage editor assigned address of the first byte of text in the text record that follows The count field contains the
length of the succeeding text record.

— Count - contains two bytes of binary zeros.

—— Count - in bytes, of the control information (CESD I, length of control section) following the CCW field. The
count is always 4 bytes when processed by the level E linkage editor.
L Spare - contains three bytes of binary zeros

— {dentification - specifies that this is: (1 byte)
e A control record = 0000 0001
o The control record-that precedes the last text record of this overlay segment = 0000 0101 (EOS)

o The control record that precedes the last text record of the module = 0000 1101 (EOM)
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Relocation Dictionary Record - (Load Module)

0| 1-3 l 4,5 | 6,7| 8-15 16-255 S() Record length can be between 24 and 256

— RLD data -~ see below

" Spare - contains 8 bytes of binary zeros

—— Count - in bytes of the relocation dictionary information following the spare 8 byte field (2 bytes)

— Count - contains two bytes of binary zeros

'— Spare - contains three bytes of binary zeros

L— Identification - specifies that this is: (1 byte)

o A relocation dictionary record = 0000 0010
e The last record of the segment = 0000 0110
o The last record of the module - 0000 1110

RLD Data

[ e T a <] % [l o [ele el o [o]e]e[ ]

Address - linkage editor assigned address of
the address constant (3 bytes)

Flag = (1 byte) When byte format is xxxxLLST,
T specifies miscellaneous information as follows:
xxxx specifies the type of this RLD item (address constant).
0000 -- non-branch type in assembler language, DC A (name)
0001 -~ branch type (in assembler language, DC V (name)
0010 -~ pseudo register displacement value
0011 -- pseudo register cumulative displacement value
1000 and 1001 -- this address constant is not to be relocated because it refers to an unresolved symbol .
LL specifies the length of the address constant.
01 -~ two byte
10 -~ three byte
11 == four byte
S specifies the direction of relocation.
0 -- positive
1 -- negative
T specifies the type of the next following RLD item.
0 -~ the following RLD item has a different relocation and/or position pointer.
1 =~ the following RLD item has the same relocation and
position pointers as this and therefore is omitted.
— Position pointer - contains the entry number of the CESD entry (or translation table entry)
T that indicates which control section holds the address constant (2 bytes).

— Relocation pointer - contains the entry number of the CESD entry (or translation table entry) that indicates which symbol value
is to be used in the computation of the address constant's value (2 bytes).
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Control and Relocation Dictionary Record - (Load_ Module)

Pfrcafesfer] es [ [ 1 [ | % ]

Address

——Flag

—— Address (3 bytes)

—Flag (1 byte)

——Posizion pointer (2 bytes)

—— Relocation pointer (2 bytes)

‘— Channzal Command Word (8 bytes)

—— Count, in bytes, of RLD information (2 bytes)

—— Count, in bytes, of control information following the last RLD address field.
The control information contains the 1D and length of controf sections in the
following text record (2 bytes).

~Spare (3 bytes)

dentification (1 byte) - specifies that this record is:
T e A control and RLD record - 00000011 - (it is followed by a text record)
e A control and RLD record that is followed by the last text record of a segment - 0000 0111 (EQS)
e A control and RLD record that is followed by the last text record of a module - 0000 1111 (EOM)

Note: For detailed descriptions of the data fields see Relocation Dictionary Record, and Control Record.

The record length varies from 20 to 260 bytes in the level E linkage editor
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Form Y28-6610-2
Page revised 7/23/69 by TNL ¥Y28-6400

REFERENCE DATA FOR INITIAL PROCESSING -~ 15K AND 18K LEVEL E

The following tables pertain to initial processing in the level E linkage editor.

All Purpose Table

0 PDSEI 232 DLKT { CHESD
8 PDSE2 PDSE3 PDSE4 240 SELST TNLS2
16 PDSES PDSE6 | PDSE7 | PSDES PDSE9 248 RNLS2 TTRLIST
PDSED
24 | (contin- PDSET0 PDSE11 PDSE12 256 CUTRLD RLDBI
ved)
PDSETZ :
. A
32 |(contin- PDSE13 PDSE14 PDSE15 PDSE16 | 264 INRLD _ BITMAP
ved) (Ervor Logging Map
PDSET4 o
40 |(comtin- PDSE17 PDSE18 272 BITMAP LINECNT HISEVY
ve (continued)
48 PDSE18 REGSA 280 INCBRKPT CRRTINCL
(continued)
|
REGSA .
5622 Gs 288 ENCDX ENTIX ENRIX ! ENT2X
(continued) i
U —
. i
120 REGSA 10CT 296 ENR2X ENTOX ENCLX | ENDIX
(continued) !
128 locr 304 ENSTX BUFSIZ HESD
(continued)
136 1OCT 312 ENRLDIX ENRLD2X ENELTX ENSPX
(continued) !
10CT
144 (continued) APTO | APTT | APT2 | APT3 320 SAVATS APTSWS EPSM
. -1 i
152 CTTR CSNO CRNO 328 EPSM ENTIC | ENRIC !
(continued)
- - —
|
160 SLNTB PRAL 336 ENTIC ENIRC ENTOC | ENCLC
|
168 FLCD RCCE 344 ENSIC ENASC ENDTC | ENCDC
= . !, .
176 RCCB ALCB 352 ENELTC ENT2C | ENR2C L ENSPC
; N {
184 OVCMBGAD SGTI 360 SYSRTN :
192 CLLT TNTI 368 3T SPACES =z
200 RNTI LSTS 440 [EWLCSCD ssl
208 RECNT LOGAREA 448 LIBNAME
216 SYINS ERDIG 456 MAXBLKSZ APT000 HIARBIT
224 X710 ALAS 464:: DCB'S :::
824 APTEXLST
432 APTXLSTI APTXLIST
840 APTREG 3 i HIARADD

Appendix A:

Reference Data For

Level E Linkage KEditor

101



Explanation of APT Entries

i

| PDSEL
| PDSE2
| PDSE3

| PDSEY
| PDSES
| PDSE6

|
| PDSE7

PDSES8

{ PDSE9

| PDSE10
| PDSE11
| PDSE12
| PDSE13
| PDSE14
| PDSEL5
| PDSE16
| PDSE17

|
| PDSE18

102

Member or alias name of module being created.

Relative disk address (TTR) of module on SYSLMOD.

C - byte - see partitioned organization directory record, alias indicator
and miscellaneous information.

During second pass processing, PDSE2 and PDSE3 contain the end address of
the RLD record currently in the second pass RLD input buffer.

Relative disk address (TTR0O) of first text record.
Relative disk address of note list or scatter-translation recori.
"L" byte, number of TTRs in note list if present.

Module attributes Initial
Value

Bit 0 - Reenterable 0

Bit 1 - Reusable 0

Bit 2 - Overlay 0

Bit 3 - Test 0

Bit 4 - Only loadable 0

Bit 5 - Block/scatter 0

Bit 6 - Executable 1

Bit 7 - 1 Text record, no RLD 0

Bit 0 - Compatibility - 0

Bit 1 - Origin of 1st text 1
record is zero.

Bit 2 - Assigned entry point 1
is 0

Bit 3 - Module contains RLD 0
items

Bit 4 - Module can be repro- 0
cessed

Bit 5 - Module does not con- 0
tain SYM records

Bit 6 - Spare 0

Bit 7 - Module is refreshable 0

Total contiguous main storage reguirement of module.
Length of first text record.

Entry point address.

Assigned origin of first text record.

Length, in bytes, of scatter list.

Length, in bytes, of translation table.

ESDID of the first text record.

ESDID of control section containing the entry point.
Entry point of main member name.

Member name of module.
During input processing, word 1 of PDSE18 contains the CESD address of the
control section with no length given.
During second pass processing, PDSE18 is used in the following manner:
Word 1 Address of next free entry in RLD output buffer.
Word 2 Address of address constant within the text buffer.

W

Register save area for I0S

Input/Output Control Table
During second pass processing, IOCT contains the following data:
Words 1-3 = Register save area (reg. 13-15)

Word 4 = Address of next available entry in ENTAB

Word 4 = Address of next available entry in ENTAB RLD buffer.

Word 5 = Address of current entry in the Entry List.

Word 6 = Address of the RLD record in the RLD input buffer that is

currently being processed.

(Continued)

|
|
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Explanation of APT Entries (Continued)

________ = — e e N S

|APTO | All Purpose Indicators

I | Bit 0 - NCAL

| | Bit 1 - XREF

| | BIT 2 - MAP

| | Bit 3 - LET

| | Bit 4 - LOG

| | Bit 5 - XCAL

| | Bit 6 - Input record is text or RLD.

| | Bit 7 - A library card has been read

I |

|APT1 | All Purpose Indicators

| | Bit 0 - More include input to ccme

| | Bit 1 - Auto library call in operation

| | Bit 2 - Object or load module.

| | Bit 3 - Delete indicator.

| | Bit U4 - Entry point has been received.

| | Bit 5 - Symbolic or absclute entry point.

| | Bit 6 - Entry card has been received.

| | Bit 7 - ESD-Write indicator.

I I

|APT2 | All Purpose Indicators

| | Bit 0 - Length received in END item.

| | Bit 1 - No length received in the SD record.

| | Bit 2 - SYM records in load module.

| | Bit 3 - Status indicator received.

] | Bit 4 - Include processing previously initiated.

| | Bit 5 - Input/Output overlap indicator.

| | Bit 6 - In module indicator

| | Bit 7 - Control statement continuation

I I

|APT3 | All Purpose Indicators

| | Bit 0 - End of file.

| | Bit 1 - Name card received

| | Bit 2 - End of input

| | Bit 3 - Stow as a replacement

| | Bit 4 - Split address constant to be output.

| | Bit 5 - More RLDs to be processed

| | Bit 6 - Current RLD for split address constant found.

| | Bit 7 - SYSLIB data set is open.

| I

|CTTR | TTRO of first CESD record on SYSLMOD, if MAP or XREF is specified.

|CSNO | Current segment number.

| CRNO | Current region number.

] | During second pass processing, CRNO contains the last ID for the current

| | segment.

| SLNTB | Address of segment length table

| PRAL | Pseudo register accumulative length.

| FLCD | Address of first deleted CESD entry.

| RCCE | Address of end of replaces/change chain.

| | During second pass processing, RCCE is wused as a work area to perform

| | address constant alignment.

| RCCB | Address of beginning of replace/change chain.

| | buring second pass processing, RCCB contains the address of the address

| | constant in the work area.

| ALCB | Address of beginning of Alias chain.

| | During second pass processing, ALCB contains the address of the next ENTAB

| | entry in. the HESD.

| OVCMBGAD| Address of beginning of overlay chain

| | buring second pass processing, OVCMBGAD contains the address of the RLD note

| | list entry for the currently processed RLD input record.

|SGT1 | Address of SEGTAB1

| CLLT | Address of calls list.

| | During second pass processing, CLLT contains the maximum size of the RLD

| | input buffer.

L L _ e e
(Continued
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kxplanation of APT entries (Continued)

| SAVATS Attribute save area

!
|APTSWS All purpose taple switches
Bit 0-2 - Spare
Bit 3 - Linkage editor E=1, linkage editor F=3
Bit 1 - Bit map processed - Initial value =0
Bit 5
Bit
Bit

- Linkage editor input received - Initial value =0
SYM received - Initial value =0
- ESD received - Initial value =0

~N O\ U
!

i

|

i

i

|

{

|
|EPSM Entry point symbol or address

i During second pass processing, EFSM contains the following data:

| Bytes 1-4 = Address of next ENTAB entry to be built.

i Byte 5 = Segment numper of the next segment that requires an ENTAB to be
] created for it.

| Byte 6 = Not used.

§ Byte 7,8 = Length of address constant being processed.

|

{ENT1C
|ENRI1C
{ENITC
JENIRC

Current number of bytes in text ncte list 1

Current number of bytes in RLD note list 1

Current number of bytes in text I/0 ccntrol takle

Current number of bytes in RLD I/0O control table

During second pass processing, ENITC and ENIRC contains the 1linkage editor
assigned address of current text record.

o e e 1

{TNT1 | Address of text note list 1 |

|RNT1 | Address of RLD note list 1 |

|LSTS | Last segment in each regicn |

| RECNT | Address of relocation constant takle or renurkering table. |

i { During second pass processing, RECNT contains the buffer relocation con- |

| | stant. |

{LOGAREA | Address of 32 byte error logging area |

|SYSINB | Address of object mcdule buffer |

| ERDIG | Address of error log routine

{TXTIO | Address of text I/0 table

{ALAS | Address of alias takle

|DLKT | Address of delink takle

{CHESD | Address of composite ESD

| SELST | Address of second pass entry list

{ TNLS2 | Address of Text Note list 2

jRNLS2 | Address of RLD Note list 2 |

JTTRLIST | Address of TTR list |

JOUTRLD | Address of seccnd pass output RLD buffer

{RLDB1 | Address of ENTAB buffer

{ INRLD | Address of second pass input RLD kuffer

iBITMAP | Bit switches used tc log error messages

JLINECNT | Line count of lines printed on SYSPRINT |

JHISEV | Highest severity message

} INCBRKPT| Address of breaking point ir Include Chain

ICRRTINCL| Address of currently inciuded ESD item

{ ENCDX | Maximum number of entries in CESD/HESD

JENT1X | Maximum numpber of entries in text note list 1

JENR1X | Maximum number of emntries in RLD note list 1

{ENT2X | Maximum numper of entries in text note list 2

{ENR2X | Maximum number of entries in RLD note list 2

{ ENTOX | Maximum number of entries in text I/0 tacle

| ENCLX | Maximum number of entries in calls list |

|ENDTX | Maximum number of entries in delink takle |

FENS1X | Maximum number of segments |

{BUFSIZ | Size of load module input buffer

{HESD | Address of HESD |

JENRLD1X | Maximum size of first pass RLD buffer |

|ENRLD2X | Maximum size of second pass input RLD tuffer |

|ENELTX | Maximum number of entries in second pass entry list

jENSPX | SEGTAB ID |
I |
| [
I I
I I
| |
I |
| |
I I
I |
I |
| |
I [
| I
| I
| |
! I
I I
| |
| |
| I
! |
| |
| !
|
1

(Continued)
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Form Y28-6610-2, Page Revised by TNL Y28-2356, 11/15/68

Explanation of APT Entries (Continued)

r Rl h
| ENTOC | Current number of bytes in text I/0C table |
| ENCLC | Current number of bytes in calls list |
| | During second pass processing, ENCLC contains the last R pointer obtained |
| | from the RLD buffer. |
| ENS1C | Current number of entries in SEGTAEl |
I | During second pass processing, ENS1C contains the current segment number. |
| ENASC | Current number of entries in alias table |
| ENDTC | Current number of entries in delink table |
| | During second pass processing, ENDTC contains the next multiplicity number |
| | of the text to be read in for processing. |
J ENCDC | Current number of entries in CESD/HESD |
|ENELTC | Current numoer of entries in second pass entry list
| ENT2C | Current number of entries in text note list 2 |
| | During second pass processing, ENT2C contains the last R pointer that was |
| | placed into the RLD output buffer. |
| ENR2C | Current number of entries in RLD note list 2 |
| ENSPC | Highest segment number of segment containing text |
| SYSRTN | Save area for register 13 and 14 for return to job management |
| |
|SPACES | Save area |
| | IEWLEDEl = SPACES+32 |
| | IEWLEDE2 = SPACES+52 1
| | During second pass processing, SPACES contains the following data:
| | Words 1,2 = Address and 1loop counter for next RLD note list entry to |
| | process for current text. |
| | Word 3 = Address of next available byte in the RLD input buffer. |
| | Words U4-7 = Temporary save area for BSAM disk address or track balance. |
| | Word 8 = Address of end of ENTAB RLD buffer.
| | Words 9-13 = DECB for text buffer 1.
| ) Words 14-18 = DECB for text buffer 2.
| | |
| IEWLCSCD| Address of second pass processor |
| Ss1 | System status indicator
| FFCADR | Highest address retained by allocation routine |
| LIBNAME | Name of library for automatic library call
|MAXBLKSZ| Maximum block size for linkage editor E (80 byte)
|APTO000 | SYNAD for printer
| HIARBIT | Storage hierarchies have been specified if high order byte contains X'01°. ]
| DCBs | DCBs for linkage editor devices.
|APTREG3 | Save area. |
| HIARADD | Hierarchy table address.
1 L 4
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Main Storage Allocation Table

Used by Allocation Processor

E Y YA S O

1|2|3{4,516,7

Normal total weight ~ 582 (4 bytes)

Normal minimum main storage - 3309 bytes
(4 bytes)

Overlay total weight - 603 (4 bytes) —

Overlay minimum main storage - 3605 bytes ___|
(4 bytes)

— Minimum size - The minimum number of bytes of main storage required for this table (2 bytes).

“— Weight - The factor used to allocate extra main storage to enlarge the table. It specifies how many
bytes will be added to this table for every 582 bytes (or 603 bytes, with overlay} which become available (2 bytes).

— Number of bytes per entry - The number of bytes per entry for this table (1 byte)

L. Number of Entries-156 = The number of entries value for this table found in the All Purpose Table, reduced by 156 (1 byte)

L— Address=156 - The address assigned to this table (buffer or area) found in the All Purpose Table reduced by 156 (1 byte)

*— Indicators = (1 byte)

Bit 0 - Table needed to process overlay modules only.
Bit 1 - Table needed during first pass.

Bit 2 - Table needed for intermediate processing.

Bit 3 - Table needed during second pass.

Bit 4 - Table requires double-word alignment.

Bit 5 - Table requires word alignment.

Bit 6 - Table has a maximum size of 240 or 64 bytes.
Bit 7 ~ Table has a zeroeth entry (Prefix).
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Minimum Table Area for Processing Non-Overlay Programs

INITIAL AND INPUT PROCESSING ] INTERMEDIATE PROCESSING SECOND PASS PROCESSING
O e e
Text /O Table == 108 bytes
108
Delink Table =- 120 bytes
228 .
* Logout Area -- 32 bytes
264 e
Object module buffer Alias Table == 50 bytes
314 80 bytes T
344
Half ESD =-- 656 bytes
* —e
976 CESD -- 1280 bytes
Text Note List 2 == 180 bytes
1156 ]
RLD Note List 2 == 224 bytes
1380
Input RLD Buffer
Unused ** 244 bytes
1624 E—
Text Note List 1 == 45 bytes
1669 Output RLD Buffer
RLD Note List 1 =- 56 bytes 260 bytes
1725
1884 Renumbering and Relocation Constant Tables
324 bytes
2052

* The byte number below is not consecutive because of the necessity for proper boundary alignment.
** If an additional 9,312 bytes are available, there is no unused space during intermediate processing.

Expansion of Table Area Into Extra Available Main Storage (Non-Overlay Processing)

0 INITIAL AND INPUT PROCESSING INTERMEDIATE PROCESSING SECOND PASS PROCESSING
Text 1/O Table -- 48/582 of any extra available main storage above minimum
48 ——
Delink Table -- 30/582
78 —
Half ESD -~ 176/582

24 CESD -- 352/582

-~ 352/ TEXT Note List -~ 80/582
334
222 Unoead RLD Note List - 112/582 o

TEXT Note List 1 -- 20/582

466 . Unused during second pass
194 RLD Note List 1 -- 28/582 processing

Renumbering and Relocation Constant Table -- 88/582
582
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Minimum Table ?frea for Processing Overlay Programs

108
140
264

296

346
376

1002
1182

1406

1650
1656

1701
1757

1910

*

2084
2096

2220
2304

2344

x

108

INITIAL AND INPUT PROCESSING INTERMEDIATE PROCESSING

SECOND PASS PROCESSING

Text 1/O table -~ 108 bytes

SEGTABI -~ 32 bytes

Delink table =~ 120 bytes

Logout area ~- 32 bytes

80 bytes

Object Module Buffer Alias Table -- 50 bytes

Half ESD ~- 656 bytes

CESD -- 1280 bytes

Text Note List 2 -- 180 bytes

RLD Note List 2 == 224 bytes

Unused **

Input RLD Buffer - 244 bytes

Text Note List 1 == 45 bytes

RLD Note List T == 56 bytes

Output RLD Buffer ~ 260 bytes

Renumbering and Relocation Constant Tables -- 324 bytes

Entry List == 186 bytes

Calls List == 220 bytes

TTR List - 124 bytes

Unused

ENTAB RLD Buffer -~ 124 bytes

The byte number below is not consecutive because of the necessity for proper
boundary alignment.

17 an additional 10,251 bytes are available, therz is no unused space during
intermediate processing.




Expansion of Table Area Into Extra Available Main Storage (Overlay Processing)

48

49

79

255

335
431

447

467

495

583
603

INITIAL AND INPUT PROCESSING

INTERMEDIATE PROCESSING

SECOND PASS PROCESSING

Text 1/O Table =~ 48/603 of any extra available main storage above minimum requirements

SEGTABI -- 1/603

Delink Table -- 30/603

CESD -- 352/603

Half ESD -- 176/603

Text Note List 2 -- 80/603

RLD Note List 2 -- 112/603

Text Note List 1 -- 20/603

Entry List == 6/603

TTR List —- 4/603

RLD Note List 1 -- 28/603

Renumbering and Relocation Constant Table
88/603

Unused during second pass processing

Calls List == 20/603

ENTAB RLD Buffer -~ 4/603

Appendix A: Reference Data For Level E Linkage Editor
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Table of Buffer Sizes and Table Sizes

Present in: Size (in bytes
Table Name 8:,';\( S;dfy gr)::f;/ Weight I'st Int 2nd Prefix Align Min : );\/\o:
Coding Pass Proc Pass ’ ’
Alias Table No 5 10 0 No Yes Yes No Byte 50 50
Calls List Yes 20 2 20 Yes Yes No No Word 220 *
Composite ESD No 11 16 352 Yes No No Yes Dblwd 1280 *
Delink Table No 3 5 30 Yes Yes Yes Yes Byte 120 *
ENTAB RLD Buffer Yes 16 1 4 No No Yes No Word 124 240
Entry List Yes 14 6 6 No No Yes No Byte 186 *
Error Log Area No 4 1 0 Yes Yes Yes No Word 32 32
Half ESD No 7 8 176 No Yes Yes No Dblwd 648 *
Half ESD Prefix No 6 1 0 No Yes Yes No Dblwd 8 8
Input RLD Buffer No 12 1 0 No No Yes No Word 244 244
Object Module Buffer No 10 1 0 Yes No No No Byte 80 80
Qutput RLD Buffer No 13 1 0 No No Yes No Word 240 260
Relocatable Constant Table No 19 4 88 No Yes No Yes Word 320 *
Renumbering Table No 19 4 88 Yes No No Yes Word 320 *
Renumbering Table Prefix No 18.5 4 0 Yes Yes No No Word 4 4
RLD Note List 1 No 18 7 28 Yes Yes No No Byte 56 *
RLD Note List 2 No 9 7 112 No Yes Yes No Byte 224 *
SEGTABI Yes 2 1 1 Yes Yes Yes Yes Byte 32 64
I Text 1/O Table No 1 3 48 Yes Yes Yes No Byte 108 *
Text Note List 1 No 17 5 20 Yes Yes No No Byte 45 *
Text Note List 2 No 8 5 80 No Yes Yes Yes Byte 180 *
TTR List Yes 15 4 4 No No Yes Yes Word 124 *
* Maximum is determined by availability of main storage
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REFERENCE DATA FOR INPUT PROCESSING =-- LEVEL E

Alias Table

Built by: Entry Processor
Referred to by: Final Processor

[ || [ ] || || | ]

CESD entry number - present only if symbol is one that is present in the CESD and is type
SD or LR. This field contains zero for all other symbols (2 bytes).

Symbol - the eight-character alias name (8 bytes)

calls List

as built by RLD processor

HANEEN

5 ANEEUEANEE

s
\- {— 2 bytes of binary zeros

Relocation pointer - points to the referred to symbol in the CESD (types SD, LR, ER and CM) (2 bytes).

Relocation pointer (2 bytes)

L— Relocation pointer (2 bytes)

“— Position pointer - points to SD or PC in CESD that contains the references (V-constants) (2 bytes)

Calls List
As altered and used by ENTAB size determination (IEWLCENS)

|8P RRIO!PIRRRé SS P R‘R‘RlRBP‘RiRIZ
2 7

1
2 bytes of binary zeros
(End of chain indicator)

Chaining value - inserted by IEWLCENS -~ count, in bytes, o next chaining value (2 bytes)
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Composite External

Symbol Dictionary (CESD) -- Internal Format

The

tollowing

tables are produced during input processing in the level

the linkage editor.

Built by: ESD Processor and Contfrol Statement Processors
Modified by: Address Assignment Processor

L 97

’8 ] 9-11 l]

2[]3

14w’r

i

LIS

]

!

-Chain pointer/chain 10/

- -Subtype - ER
ER-Control cha
ER-Control repl

ER~-ddname
ER-Alias
ER-Overlay

ER~-Matched no
ER-Never call
ER-Delete
ER-Replace

(1 byte)

——Type -  Section definition (5D) xxxx
- Label reference (LR)  xxxx
Private cade (PC) XXXX
Common (CM) XXXX
Pseudo register (PR) XXXX
Null 0000
External reference (ER) xxxx
(1 byte)
NOTE: = Not applicable
—u‘g_y__mb_cil - the eight-character symbolic name (8 bytes)

/length - Chain pointer when the entry
type is: ER-Include w/pointer or an ER-ddname
that was extracted trom a LIBRARY control statement

nge
ace

ER-Control delete
ER-Control include w/ pointer
ER-Control include w/o pointer

call

0000
0011
0100
0101
0110
0111
0010

Chain ID when the entry type is:
ER-Library (the symbol was extracted from

Length of control section for type:
SD, PC, PR, or CM (2 bytes)

ER-Unmatched library member
ER-Matched library member
ER-Unmatched no call

Subclassification -

Delete xxx1
Replace xxx1
Insert  xxIx
Chain  x1xx
Map Txxx

KXXX
XXXX
XXXX
XXXX
XXXX

a LIBRARY control statement),

0000
0000
0000
1000
0000
0000
0000
0000
0000
0010
0011
0100
0101
0110
1000
0000

—Segment number - this symbol appears in (1 byte). When type is
PR, this byte contains the alignment value (See Half ESD).

L—Chain address/reverse chain ID - used to create a chain of CESD entries (3 bytes).

w
i

version of



Normal Combination of Internal CESD Types

CESD Entry Type Type Field Chain Address/ Segment ER Subtype ddname Pointer/
Chain ID Number Chain ID/Length
(byte 8) (bytes 9-11) (byte 12) (byte 13) (bytes 14-15)
Section Definition xxxx x000 T to 64 Length of control section
Private Code xxxx x100 1 to 64 Length of control section
Common xxxx x 101 1to 64 Length of common area
Pseudo Register xxxx x110 Alignment Length of pseudo register
value (1)
External Reference xxxx 0010 Hex 00 or 80 0000 0000
Label Reference xxxx x011 1 to 64 CESD entry no. of
SD or FC (ID)
NULL 0000 0111
Replace xxx ] Xxxx 0000 0000
Insert xx X Xxxx
Chain XXX XXXX
Map TxxX XXXX
Delete xxx 1 xxxx 0000 1000
ER - Unmatched Lib- 0000 0010 Reverse chain ID 0000 0010 CESD entry no. of
rary Member Name next item (ID)
ER - Matched Library 0000 0010 Reverse chain 1D (2) 0000 0011 CESD entry no. of
Member Name next item (ID)
ER - Unmatched No 0000 0010 0000 0100
Call Name
ER - Matched No Call 0000 0010 0000 0101
ER - Never Call 0000 0010 0000 0110
ER - Overlay Control 0000 0010 Address of next 1001 0000
Statement item in the chain
ERE - Alias Control 0000 0010 Address of next 1010 0000
Statement item in the chain
ERE - ddname from 0000 0010 1011 0000 Forward chain
Library or Include Statement PTR (Library only)
ER - Include Control 0000 0010 Address of next 1100 0000
Statement w/o Pointer item in the chain
ER - Include Control 0000 0010 Address of next 1101 0000 Pointer to li-
Statement with Pointer item in the chain brary's ddname
ER - Replace Control 0000 0010 Address of next 1100 0000
Statement (3) item in the chain
ER - Control Delete (4) 0000 0010 Address of next 1110 1000
item in the chain
ER - Change Control 0000 0010 Address of next 1111 0000
Statement (3) item in the chain

Alignment Value - Specifies boundary alignment

of the pseudo register.
00 = byte alignment

01 = halfword alignment
03 = full-word alignment
07 =double~-word alignment
BLDL has been issued for this member name if bit 64 is set to 1.
Two CESD entries are made for each Replace or Chaqge control statement,

one entry for each symbol.

This entry results from a Replace or Change control statement containing

only asingle symbolic name.

Appendix A:
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Delink Table

Built by: RLD Processor (Delink Routine),
Referred to by: Second Pass Processor, RLD Processor

L]

)

— Address - assigned to the symbol being deleted (3 bytes)

- CESD entry number (ID) - is the relocation pointer of an RLD item referring to the symbol that is
replacing the identically named symbol (or symbols) to be deleted. (2 bytes)

Downward Calls List

Built by and referred to by IEWLCENS routine

L] L

5

L[]

" Segment number - entries are one for one with those of the CESD. If a
T downward call is made to a symbol, the segment's number from
which the call is made is entered in the downward calls 1ist
at an entry corresponding to the ESDID of the symbol in the
CESD. The list is initially zero. (1 byte)

Renumbering Taple

Built by: ESD Processor
Referred to by: TXT, RLD, END and ESD Processor

ookl [11 11}

5

1

L

114

Type Subtype

Bits 567 Bits 01234
Section Definition - 000 Null - 000000
Label Reference - 011 Delete - 00010
External Reference~ 010 Replace - 00010
Private Code - 100 Chain - 01000
Common - 101 Insert - 00100
Pseudo Register - 110 Library - 70000
Nult - 1M

(1 byte)

'—~ Flag - to indicate whether the section definition (SD or PC) this entry corre-
T sponds to is present in the CESD (0000 0001), or that other CESD items
are dependent on its presence (0000 0010), or that a Delink Table entry
was created for this symbol (0000 0100). (I byte)



|

Relative Relocation Constant Table

Built by and referred to by Address Assignment Processor

L [ ]

D) | ]

Relocation Constant = (linkage editor assigned address)-(previously assigned address) of a
control section (SD, PC or CM) or a label reference (LR). The
entries are one for one with CESD, in true or complement form. Com-

plement form specified by binary ones in the high-order byte (4 bytes)

RLD Note List

Built by: RLD Processor
Referred to by: Second Pass Processor

L |

| )

Relative Track Address (TTR) - of this RLD record on SYSUTI.

Record length - the number of words of RLD data.
During Second Pass Processing:

Bit O is an 'In Core' indicator.
Bit 1 is a 'Processed’ indicator.

—— Lowest multiplicity - of the control section referred to by
the ID field, to which the RLD infor-

mation in this record pertains.

—— ID - the CESD entry for the control section {SD or PC)
that this RLD information pertains to.

Appendix A:
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Segment Length Takle

Built and referred to by Address Assignment Processor

L T 1] Sy T 1]

Appearance of table after assignment of control section addresses.
o

— Boundary Alignment Factor *(1 byte) - contains the low-order three bits
of the previously assigned address of the
‘ first control section of o segment.

Cumulative Segment Length (3 bytes) - in bytes, of control sections in this segment

TSI o

Appearance of table after segment addresses are determined.

~=—— - Segment Relocation Constant (3 bytes) - for the segment that corresponds to this entry

|
!
b Path Length (3 bytes) - in bytes, of this segment, including this segment and its ENTAB

thz first controf section of each segment are saved in the
high-order byte of the segment relocation constant field. These
biss are used to retain correct byte alignment when computing
the segment relocation constant. When the computation is
completed, the result will overwrite all three bytes of the
segment relocation constant field.

Text Input/Output Table

Built by: Text Processor
Referred to by: Second Pass Processor and Text Processor

HiNINE 5%

| 1]

i

]

CESD entry number (ID) - points to CESD entry that
- contains the section defini-

tion (SD, PC) for this control

section. (2 bytes)

Multiplicity number - of this piece of text.

(T byte)

Text Note List

Built by: Text Processor
Referred to by: Second Pass Processor

L1

5

Buffer displacement - location of this text record

relative to beginning of text

butfer (2 bytes).

Relative trac< address (TTR) - of this text record on SYSUTT (3 bytes)

Note: There is a one-to-one correspondence between entries of text input/output table
and the text note list.
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l REFERENCE DATA FOR INTERMEDIATE PROCESSING -- LEVEL E

l The following table is produced during intermediate processing in the level E version
of the linkage editor.
Segment Table (SEGTAB)
Built by Intermediate Output Processor
TEST
. Address of Data Conirol Block (DCB) used to load module *
Indicator
Address of note list *
Last segment Highest segment no. Last segment Highest segment no.
numbeér of region 1 in storage-region 1 number of region 2 in storage-region 2
Last segment Highest segment no. Last segment Highest segment no.
number of region 3 in storage-region 3 number of region 4 in storage-region 4
Zero (Not used in the Fixed-Task Supervisor) *
(Not used in the Fixed-Tosk Supervisor) *
Previous segment  * 7 Status
number for segment 1 ero Indicator
Previous segment Address of entry table entry (when caller S*C’f.US
number for segment 2 chain exists) * Indicator
Previous segment Address of entry table entry (when caller Status
number for segment N chain exists) * Indicator
< 4 bytes
TEST indicator -~ specifies that this module is "under test" using
TESTRAN. (Bit 1) Initialized by program fetch,
Highest segment no. in storage -- is initially set to 00 except for
region 1 which is initially set to 01 by linkage editor,
Status indicator ~- indicates the status of this segment with the
two last bits of the entry table address field as follows:
00 -- segment is in main storage os a result of a branch to the segment,
10 == segment is in main storage, no caller chain exists,
01 -- segment is not in main storage, but is scheduled to be loaded.
11 == segment is not in main storage.

The status indicator for segment 1 is initially
set to 10, all the rest are initially set to 11,

* set to zero by linkage editor
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Half External Symbol Dictiomnary

Built by: Intermediate Output Processor

Referred to by: Second Pass Processor

[ one —¥
entry (8 bytes)

L— Relative Relocation Constant = not applicable to types ER, PR and Null (3 bytes)

L Segment Number* ~ segment in which this symbol appears. Segment number =
1 in non-overlay programs. (1 byte)

L Linkage Editor assigned address - of this symbol (absolute value of the address constant) (3 bytes)

L— Indicator-Type - Bit zero is not used. Bifs 1, 2 and 3 are used as an indicator field that applies to:
B T SD,PC - Bit 1 = 0 =~ this control section (SD or PC) does not have
the highest CESD entry number in this segment
=1 -- this control section (SD or PC) has the
highest CESD entry number in this segment
SD,PC or CM = Bit 2 = 0 -- relative relocation constant is a positive value
=1 == relative relocation constant is in
. complemented form
PC delete - Bit 3 = 1 =- indicates that this unnamed control section
is a SEGTAB or ENTAB.

Bits 4, 5, 6 and 7 are used to specify the entry type:
0000 = Section Definition (SD)
0010 = External Reference (ER) - all fields are zero except type
0011 = Label Reference (LR)
0100 = Private Code (PC)
0101 = Common (CM)
* 0110 = Pseudo Register (PR) - the segment number field contains a byte alignment value as follows:
0 = byte alignment
1 = half word alignment
3 = full word alignment
7 = double word alignment
0111 = Null = all fields are zero except type

High ID Table

Built and referred to by Intermediate Output Processor

l [ ] % RN

— CESD entry number - entries are in segment number order. Each
T 7 entry contains the highest CESD entry number
(ID) assigned to a section definition (SD or PC)
within that segment. (2 bytes)

Note: [f segment does not contain text, its corresponding entry contains zero.
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| REFERENCE DATA FOR SECOND PASS PROCESSING -- LEVEL E

|

The following tables are produced during second pass processing by the level E versicn

of the linkage editor.

Entry List

Built by and referred to by Second Pass Processor

NN

)

| 1]

|

Address - linkage editor assigned address of the
ENTAB entry for this symbol (3 bytes)

Segment number ~ that will contain this ENTAB entry

— Half ESD entry number - corresponding to the CESD entry that

contained the referred to symbol

Entry Table (ENTAB)

Built by Second Pass Processor

}‘— one —.{
entry (6 bytes)

Unconditional branch to last Address of referred "to" seg Previous Caller
entry BC 15, DISP (15,0) to symbol number (zero initially)
Unconditional branch to last Address of referred "to" seg Previous Caller
entry BC 15, DISP (15,0) to symbol number (zero initially)
| | |
| I | l
| | | |
Unconditional branch to last Address of referred "to" seg Previous Caller
entry-BC 15, DISP (15,0) to symbol number (zero initially)
L 15, 4 (0,15) Loads GR15 with "from" Address of segment
SVC 43 the value of the ADCON BCR 15,13 seg no table (SEGTAB)

DISP -~ is the displacement, in bytes, of this entry from the last entry.
"to' segment number -~ is the number of the segment containing the symbol being referred to.
"from" segment number -~ is the number of the segment that contains this entry table,

Appendix A:

——— 2 bytes ——»‘4——2 bytes 4’}1—2 bytes ——#-——— 2 bytes——p-4—1 byte—

Reference Data For Level E Linkage Editor
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Text Table I

Built and referred to by Second Pass Processor

0-3 \ 4-7 ‘8,9|10]Hl 12-15 I 16-19 }

Text Table IT

L 1— Address of next free byte in output text buffer 1 (4 bytes).

Data Event Control Block - (DECB) - for text buffer (4 bytes),

— Indicators = (1 byte) Bit 0 ~ O = no more RLD items to be
processed for text now in buffer.
1 = RLD items are still to be
processed for text now in buffer.
Bit 1 - O = no more text to be processed
for this control section.
1 = more text to be processed
for this control section.
Bit 6 - 0 = no text present in buffer,
| = text present in buffer.
Bit 7 = 0 = not last input record in buffer 1.
1 =last input record in text buffer 1.

“—Multiplicity Number - of present record (1 byte).

L— Count - of bytes of text in text buffer T (2 bytes).

*——-End address+] of this text buffer (4 bytes).

--—--Starting address of this text buffer (4 bytes).

Built and referred to oy Second Pass Processor

I 0-3 l 4-7 8,9

0

H| 12-15 Ilé-l‘? !

L Address o‘fV next free byte in output text buffer 2 (4 bytes).

Data Event Control Block - (DECB) - for text buffer (4 bytes).

—Indicators - (1 byte) Bit O - 0 = not first text record of module.
1 = first text record of medule.
Bit 1 - 0 = not writing a text output record,
1 = writing a text output record
Bit 2 - 0 = not first record of a segment (output).
1 = first record of a segment
(Note: macro-instruction should be issued).
Bit 3 - 0 = Use BSAM tfo write out contents of text buffer.
1 = Use XDAP to write out contents of text buffer.
Bit 4 - 0 = Not a dummy write of text.
1 = Is a dummy write of text.
Bit 6 - 0 = no text present in buffer.
1 = text present in text buffer 2.
Bit 7 - 0 = not last input text record in buffer.
1 = last input text record in text buffer 2.

— Moltiplicity Number - of present record (1 byte).

—— Count - of bytes of text in text buffer 2 (2 bytes).

“—-End address+1 of this text buffer (4 bytes).

" Starting address of this text buffer (4 bytes).
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REFERENCE DATA FOR FINAL PROCESSING -- LEVEL E

The following reference data is used during final processing in the level E version of
the linkage editor.

e Partitioned Organization Directory Record

As Received From BLDL

Byte T
0
Name of Load Module (Member or Alias Name)
4
8 . Concatenation
Relative (to beginning of data set) track address of module (TTR) number
12 Byte of binary Alias indicator and Relative (fo beginning of data set)
zeros. * miscellaneous info track address of first text record
16 Continuation of Byte of binary Relative (to beginning of data set)
track address Zeros track address of note list or scatter—
20 translation record Number of entries Module attributes
in note list ** 0,1,2,3,4,5,6,7,8,9,10,11,12,13,R,15
24 Total contiguous quantity of main storage required by the Length (in bytes) of
module first text record
28 Continvation of Module's linkage editor assigned entry point address
length
32 Linkage editor assigned origin of first text record
Length of Scatter
For load modules in scatter format add:
36 List (in bytes) Length of translation table (in bytes) ESDID (CESD entry
number of control
40 section name) for ESDID (CESD entry number of control
first text record section name) containing entry point
Entry point address
For load modules with RENT or REUS attribute and alias names adds
44 of the member name
48
Member Name
52
SSI Bytes - Aligned on a halfword boundary at the end of the PDS record

Alias indicator and miscellaneous information:

1. Alias indicator -- 0 signifies none, ! signifies alias -- bit 0

2. Number of relative disk addresses (TTR) in user data field -- bits 1,2
3. Length of user data field (in halfwords) -- bits 3-7

PODS Directory Record size:
Block format 36 bytes (with alias names, 46 bytes)
Scatter format 44 bytes (with alias names, 54 bytes)
For SSI, add 4 bytes to sizes given above
*This is normally a zero byte inserted to maintain halfword boundaries.
If the DCB operand was specified as zero and the name was found in the link library, this

byte will contain a 1; if the name was found in the job library, this byte will containa 2.
**This byte contains zero if load module is not in overlay.
R=Reserved
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Module Attributes

Not an overlay module

Not only loadable

Module contains more than one text record and/oxr
Module contains only one text record and no RLD
Module can be processed by all levels of linkage
Module cannot be reprocessed by linkage editor

Linkage editor assigned origin of first text
record is not zero.
Linkage editor assigned origin of first text

Linkage editor assigned entry point is not zero.
Linkage editor assigned entry point is zero.
Module contains RID record (s) .

Module does not contain an RID record.

Module can be reprocessed by linkage editor.
Module cannot be reprocessed by linkage editor.
Module does not contain TESTRAN symbol records.
Module contains TESTRAN symbol records.

Module is not refreshable

Bit Number Attributes Bit Setting Indication
0 RENT 0 Not re-enterable
1 Re-enterable
1 REUS 0 Not reusatkle
1 Reusable
2 OVLY 0
1 Overlay module
3 TEST 0 Not under test
1 Under test
4 LOAD 0
1 Only loadable*
5 Format 0 Block format
1 Scatter Format
6 Executable 0 Not executable
1 Executable
7 Format 0
RLD record.
1
record.
8 Compatibility 0
editor.
1
E.
9 Format 0
1
record is zero.
10 Format 0
1
1 Format 0
1
12 Editability 0
1
13 Format 0
1
14 Reserved
15 Refreshable 0
1

Module is refreshable

*Module can be loaded only with the LOAD macro instruction. When the module is in main

storage,
instruction.
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® Partitioned Organization Directory Record

As built by linkage editor

As built by linkage editor

t
Byte 2 Name of load module (Member or alias name)
8 Relative (to beginning of data set)track address of Alias indicator and
module. (TTR) miscellaneous info.
12 Relative (to beginning of data set)track address of first Byte of binary
text record. (TTR) zeros.
16 Relative (to beginning of data set)track address of note Number of entries
list or Scatter/translation record, (TTR) in note list.*
20 Module Attributes (see below) Total contiguous main storage required
0,1,2,3,4,5,6,7,8,9,10,11,12,13,R, 15
24 for the module. Length (in bytes) of first text record, Module's linkage
28 editor assigned entry point address Linkage editor assigned origin of
32 first text record
For load modules in scatter format add:
Length of scatter list (in bytes) Length of transla~-
36 tion table . ESDID (CESD entry number of control ESDID (CESD entry
(in bytes) section name) for first text record. number of control
40 section name) cont-
aining entry point. For load modules with RENT or REUS atfribute and Alias
names add:
Entry point address of the member name
44 Member name
48
SS1 Bytes - Aligned on a half-word boundary at the end of the PDS
record.
Alias indicator and miscellaneous information: Note: The record format shown above is the same
1. Alias indicator =-- 0 signifies none, 1 signifies alias -- bit 0 as the corresponding record format for
2. Number of relative track addresses in user data field -- bits 1,2 linkage editor F.
3. Length of user data field (in halfwords) -~ bits 3-7
PODS Directory Record size:
Block format 34 bytes (when rounded to a half-word boundary)
Block format with alias names 44 bytes
Scatter format 42 bytes

Scatter format with alias names 52 bytes
For 551, add 4 bytes to sizes given above

R=Reserved
*This byte contains zero if load module is not in overlay.
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XADDCESD Table - built and referred to XAD2CESD Table - built and referred to
by Cross Reference Table Routine by Cross Reference Table Routine

L8 T [ ] [ S LTI

l_. Address - that is assigned to this sym=- Composite ESD entry number - specifies the CESD entry containing the
bol. (4 bytes) symbol (2 bytes).

Note: There is a one-to-one correspondence between entries in the above tables.

TABLE - referred to by IEWLCBPT.

(LTS T ]

LPointel - to beginning of a group of entries in LIST. (2 bytes)

LIST - referred to by IEWLCBPT.

U LTI S I

End of Message Indicator - delimits @ group of entries that define
a message. (1 byte - hex FF)

Pointer - to the first character of a phrase. (2 bytes)
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OVERLAY TREE STRUCTURE -- LEVEL E

The following are the overlay tree structures for the 15k and 18K versions of the
level E linkage editor.

LEVEL E LINKAGE EDITOR - 15K OVERLAY TREE STRUCTURE

i ! IEWLEROU (Entry Point)

IEWLEAPT
2
IEWLELOG IEWLESCD
IEWLCLDB
3 I_E_WLEINT 4 IEWLEINP [~ |IEWLEADA IEWLCFNL IEWLCMAP
IEWLPOPT \EWLERDS*
10 1
5 |IEWLEMDI ** 8 IEWLCINC
IEWLEQUT
1 IEWLETB] ** IEWLEBTP
IEWLCENT
IEWLCSCN L
6 IEWLERAT 7 IEWLCESD
IEWLCRCG
IEWLCEND
JEWLCSYM L
\ —

Table and Buffer Area (Minimum)
See: Table of Table and Buffer Sizes
Main Storage Allocation Table

Data Management and Control Program Blocks

* Csect within IEWLELOG
** Csects within ITEWLEINP
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LEVEL E LINKAGE EDITOR -- 18K OVERLAY TREE STRUCTURE

] 1 [ ] iewterou
[EWLEAPT
[EWLELOG
[EWLCLDB
2 | [ewteinT 3 IEWLEINP 6 || IEwLeaDA 7 IEWLESCD
IEWLEOPT IEWLEMDI IEWLEOQUT
JEWLCEND
IEWLCENS
IEWLCESD
[EWLCSYM
IEWLETB1**
IEWLERDS*
IEWLCRCG
43 JEWLCING 51| tewlesen

IEWLCMAP
IEWLCBTP

IEWLCFNL

4 Table and Buffer Are_c; (MT;}mum)

See: Table of Table and Buffer Sizes
Main Storage Allocation Table

Data Management and Control Program Blocks

* Csect within IEWLELOG
** Csects within IEWLEINP
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Object Module -- Control Section Cross Reference Table
= i T 1
| Module Name | CSECT Name |
- t 1
| IEWLCBTP | I EWLCBTP |
i IEWLCEND | I EWLCEND |
| IEWLCENS | IEWLCENS i
| I EWLCENT | I EWLCENT |
| IEWLCESD | IEWLCESD |
| IEWLCFNL | IEWLCFNL |
| IEWLCINC | IEWLCINC |
| IEWLCLDB | IEWLCLDB |
| IEWLCMAP | IEWLCMAP |
i I EWLCRCG I I EWLCRCG ]
| IEWLCSCN i IEWLCSCN |
| I EWLCSYM | IEWLCSYM {
| IEWLEADA | IEWLEADA |
| I EWLEAPT I I EWLEAPT [
| IEWLEINP | IEWLEINP |
| | IEWLEMDI |
i | IEWLETB1 |
| IEWLEINT | IEWLEINT |
| I EWLELOG | IEWLELOG ]
| | IEWLERDS |
| IEWLEOPT | IEWLEOPT |
| IEWLEOUT | IEWLEOUT |
| IEWLEROU | IEWLEROU |
| IEWLESCD | IEWLESCD |
1 IEWLETXR | IEWLERAT [
L 1 -y
General Register Contents at Entry to Modules -- Level E
r 1 1
| Module Entry Point | Register Contents |
F = i
| IEWLCBTP | 2 -- Address of all purpose table |
| | 13 -- Address of APT register save are (REGSR) |
| | 14 -— Return address |
| | 15 -- Entry point address |
t + i
| IEWLCEND { 2 -- Address of all purpose table |
| | *3 -- Address of entry point, if present |
| | *4 -- CSECT length from END card, if present |
| | *5 —— ID of absolute entry point on END card, if present |
| | #6 —-- Address of symbolic name, if present |
| | 13 -- Address of APT register save area (REGSA) |
] { 14 -- Return address |
| | 15 -- Entry point address (IEWLCEND) |
1 } J
r ] a
| IEWLCENS | 2 -- Address of all purpose table |
| | 13 -- Save area address |
| | 14 -— Return address |
| | 15 —-- Entry point address |
L 1 —_ J
(Continued)
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General Register Contents at Entry to Modules -- Level E (Continued)
r T -
| Module Entry Point | Register Contents |
- + {
| IEWLCENT | 2 -- Address of all purpose table |
| | 13 -- Save area address |
| | 14 -- Return address |
i ] 15 -- Entry point address |
1 1
r - ! - 1
i IEWLCESD | 2 -- Address of all purpose table |
i | 4 -- Byte count of ESD items to be processed |
{ | *5 —- ID of first ESD item input ]
I | *6 -- Address of first ESD item to be processed |
| | 7 -- Pointer to address specified within IEWLEMDI |
I | 13 -- Address of APT register save area (REGSA) |
| | 14 -- Return address |
| | 15 -— Entry point address |
i i
I T __‘|
| IEWLCFNL | 2 -- Address of all purpose table ]
i | 15 —— Entry point address: IEWLCFNL or IEWLCFAB for normal |
| | processing; IEWLFSER for SYNAD exit |
p—- + -4
] IEWLCINC | 2 -- Address of all purpose table |
| | 13 -- Address of APT register save area (REGSA) |
] | 15 -- Entry point address |
i- 3
L) T - “1
[ IEWLCMAP | 2 -- Address of all purpose table |
| | 13 -- Address of APT register save area (REGSA) ]
| | 14 -- Return address |
| | 15 -- Entry point address |
- - : .
i IEWLCSCN | 1 -- Input record buffer address |
i | 2 -- Address of all purpose table |
i | 13 -- Address of APT register save area (REGSA) |
| | 14 -- Return address |
i | 15 -- Entry point address |
I = - - - {
| IEWLCSYM | 2 -- Address of all purpose table |
| | 4 -- Byte count of TESTRAN data to be processed |
| | 6 —-— Buffer address |
i | 7 -- Pointer to address specified within IEWLEMDI |
| | 13 -- Address of APT register save area (REGSA) |
i | 14 -- Return address ]
| | 15 -— Entry point address |
e 1 1
| IEWLEADA | 2 -- Address of all purpose table |
] | 13 -- Address of APT register save area (REGSA) |
i | 15 -— Entry point address |
b 1 1
| IEWLEINP | 2 -- Address of all purpose table |
] | 13 -- Address of APT register save area (REGSA) |
| | 15 -- Entry point address |
E— ¥ ——— -
] IEWLEINT | 1 -- Address of parameter list (first half word of parameter |
| | field is length of field, right justified) |
] | 13 -- Save area address |
| | 14 -- Return address |
| | 15 -- Entry point address |
L 1 ————— J
(Continued)
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General Register Contents at Entry to Modules -- Level E (Continued)

- T 1
| Module Entry Point | Register Contents ]
= : !
| ¢ IEWLELOG | 0 -- Error code: bits 0-15 0 i
| | kits 16-19 disposition (1,2,3) |
| | bits 20-23 severity (1,2,3,4) |
| | kits 24-31 message number {
| | 1 -- Address of first symbol to be printed (optional) |
| | 13 -— Address of second symbol to be printed (optional) |
| | 14 -- Return address |
| | 15 -- Entry point address |
- t — -
| IEWLEMDI | 2 -- Address of all purpose table |
| | 13 -— Pointer to address specified within IEWLEMDI |
| | 15 -- Address specified within IEWLEMDI |
b : ~4
| IEWLEOPT | 1 -- Address of parameter 1list (first half word of parameter |
| | field is length of field, right justified) |
| | 2 -- Address of all purpose table {
| | 13 -- Address of APT register save area (REGSA) |
| | 14 -- Return address (INT20A in IEWLEINT) |
| | 15 -- Entry point address |
b + -
| IEWLEOUT | 2 -- Address of all purpose table |
| | 13 -—- Save area address |
| | 14 —— Return address |
| | 15 -- Entry point address |
p-——-- s —- 1
| IEWLEROU | 1 -- Address of parameter list (first half word of parameter |
| | field is length of field, right justified) |
| | 13 -—- Save area address |
| | 14 —-- Return address i
| | 15 -- Entry point address |
- — + -
| IEWLESCD | 2 -- Address of all purpose table |
] | 13 -- HESD address of next ENTAB |
| | 15 -- Entry point address |
R t - =
| TEWLETXR | 2 -- Address of all purpose table |
| (Text | *3 —- Assembled address of first byte of text record |
| Processing) | *4 -- Byte count of text record |
| | *5 —— ID of text record |
| | 6 —-— Storage address of this input text record |
] | 13 —— Address of APT register save area (REGSA) |
| | 14 -- Return address |
| | 15 ——Entry point address (IEWLERAT) i
% + -
| IEWLETXR | 2 -- Address of all purpose table |
| (RLD | *4 -- Byte count of RLD record |
| Processing) | 6 —- Storage address of this RLD record |
| | 13 —— Address of APT register save area (REGSA) |
| | 14 -- Return address ]
| | 15 —- Entry point address (IEWLERAT)

% L 1
| *Pertains to editor input.

[ —_ 1
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*¥Built and processed entirely within one routine
**Ma jor communications area throughout linkage editor processing

Table Construction and Usage -- Linkage Editor E
r T H 1
| TABLE | BUILT BY | USED AND/OR MODIFIED BY |
1 4 L 4
r 1 r 4
| Alias Table | IEWLCENT | IEWLCFNL |
| All Purpose Table | IEWLEINT | ** |
| Calls List | IEWLERAT | IFWLCENS |
| CESD | IEWLCESD | IEWLERAT,IEWLCSCN,IEWLCINC,IEWLCAUT, |
| | | IEWLCENS, IEWLCENT, IEWLEOUT |
| Delink Table | IEWLCESD | IEWLERAT |
| Downward Calls List | IEWLCENS | * |
| Entry List | SCDRELOC | * i
| Entry Table (ENTAB) | IEWLESCD | * |
| Half ESD | IEWLEOUT | IEWLESCD,SCDRELOC |
| Hafl ESD Prefix | SCDRELOC | * |
| High ID Table | IEWLEOUT | * |
| Relocation Constant Table | IEWLEADA | IEWLEOUT |
| Renumbering Table | IEWLCESD | IEWLERAT |
| RLD Note List | IEWLERAT | IEWLEOUT,IEWLESCD |
| Scatter Table | IEWLEOUT | * |
| SEGLGTH Table | IEWLEADA | * |
| SEGTAB | IEWLEOUT | SCDRELOC,IEWLCENS |
| Text Table I & II { IEWLESCD | * |
| Text I/0 Table | IEWLERAT | IEWLEOUT,IEWLESCD |
| Text Note List | IEWLERAT | IEWLEOUT,IEWLESCD I
| Translation Table | IEWLEOUT | * |
| TTR List (TXT I/O Control Table) | IEWLERAT | IEWLEOUT,IEWLESCD |
| XADDCESD Table | IEWLCMAP | * |
| XAD2CESD Table | IEWLCMAP | * [
_____ L i {
|
|
]

e o
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A-type constant
Absolute relocation
Absolute relocation factor
Address assignment processor
Address constant 8
branch-type (V-type)
delinking of 29,48,49
non-branch type (A-type)
"split" 44,52
Alias
entry point 43
name 15,35,42,43,54
ALIAS statement 14
processing of 35
Alias table 35,40,u42
All purpose table (APT)
13,17,35,36,101-105
Allocation (ALOC) processor 21
Allocation of main storage 21
Area
user data 35
Attribute and option routine 17
Attributes 12,122
downgrading of 35
passing of 17
Automatic library call
in initial processing 17
in input processing 21
processing of 37
Automatic library call processor 21
operation of 37
Automatic promotion of common 27
Automatic replacement 27

30,45,48

30,43,45,46

45-49
17,22,30,38

29,30,49,50

30, 45-49

Blank common 24,27,49

BLDL macro instruction 35

Block format attribute 13

Boundary alignment factor 39

Buffer relocation constant (BRC) 52
BUFRLD routine 30

BUFTXT routine 28

Calls
across regions 50
automatic library 37
determination of type
downward 42
exclusive 41,50
invalid exclusive 50
library 7
upward 42
Calls 1list 30
CESD 10
processing of 25
record types and subtypes 24
CHANGE statement
processing of 34,1
Channel command word (CCW) 11
Common (CM) 24
non-resolution processing of 26
resolution processing of 27
Common path routine 27

40,41

Composite dictionaries 9
Concatenated data sets (on SYSLIN)
i4,17,21
Control sections
automatic replacement of 27
delinking of 49
Control statement processors 32
Control statement scanner 21
operation of 31
Control/RLD record
Cross-reference table

10,11
14,15

Delink table
Delinking

of common control sections 49

of external symbol 25

of non-branch type (A-type) address

constants 30,48

Dense record 29
Determining ESD type 25
Diagnostic directory print routine 55
Diagnostic message directory 15
Diagnostic messages 14,15
Diagnostic output data set (SYSPRINT)
Directory, microfiche 57-58.2
Downward call 42
Downward calls list 42
Dummy text record 45

25,26,30

END processor
in load module processing 23
in object module processing 22
operation of 31
END statement 8
purge 30
ENTAB 11
computing size of 40
creation of 50
ENTAB RLD buffer 50
Enter routine 26
Entry list 49
Entry point processing
Entry processor 40,42
ENTRY statement 43
processing of 35,42
EOM indicator 8,10
EOS indication 10
Exrror handling, I/0 errors 56
Error logging 55
Error messages 7
ESD 8
record types 24
ESD item
creation of 24
ESD processing 25
ESD processor
in load module processing 24
in object module processing 24
operation of 24
ESDID 9
Executable attribute 13

31,32

Index

INDEX

14
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Exclusive call 41,50 Load module processor 21
External reference (ER) 2U operation of 23
non-resolution processing cf 26 Loose record 29
ra2solution processing of 26,27
External references 8 Major divisions 13
External symbol dictionary 8 discussion of 17
MAP option 56
Final linked address 39 Microfiche directory 57-58.2
Final processing Module
general 1u attributes 12
Final processor 54 load 8
Final relocation constant 39 object 8
FIND macro instruction 35 overlay 7
Fixed (F) format 14.1 structure 8
Freeline routine 25 Module map 14,15,56
Module map processor 56
Half ESD table (HESD) 43 Multiplicity 28
HESD prefix 52
HIARCHY statement processor 31,34,35 NAME statement 22,55
Hierarchy format 12 processing of 35
High ID table (HIID) 44 NAME statement processor 35
NCAL option 22
IEWLCAD1 routine 42 Node point 34
Include processor 22,35 Non-branch type address constant U45-50
INCLUDE statement 14.1 Non-resolution processing 25,26
in initial processing 14.1 Not editable attribute 13,43
processing of 32 Note list 11,14
with nested members 32 Null type 24
Incompatible module attributes 17 ESD processing of 25,26
Initial processing 14
initial processor 17 Object module
Input pointer 35 structure 8
Input processing 13,14 Object module buffer 21
Iinput processor 21 Object module processor 22
Input text buffer 15 Only loadable attribute 13
Input/ouput error handling 56 OPEN macro instruction 35
Input/output flow 14 Option table 18
INSERT statement Options 7,9
processing of 34.1 passing of 17
Intermediate data set (SYSUT1) 14 Organization 18-20
Intermediate output processor 43 Output module library (SYSLMOD) 14
Intermediate processing Overlay format
general 14 attribute 12
operation 43 module structure for 10
Invalid exclusive call 50 Overlay modules
processing by linkage editor 7
Label definition (LD) 24 OVERLAY statement
changing to LR 25 processing of 33
non-resolution processing of 26
Label reference (LR) 24 P (position) pointer 9
non-resolution processing of 26 PC-delete entry 42
resolution processing of 27 PDS directory 17
Label routine 26 Primary input data set (SYSLIN) 14
LET option 40 Private code (PC) 24
LIBOP routine 38 ESD processing of 25,26
Library calls 7 marked delete 25
Library read block 21,35,37 PROCENTY routine 32
LIBRARY statement 14.1,37 Program modification 7
Linkage editor Pseudo register (PR) 24
general description 8 non-resolution processing of 26
major divisions 13 resolution processing of 26,27
multiple executions of 22 Purpose of linkage editor 7
organization 19-23
purpose 7 R (relocation) pointer 9
relationship to operating system 7 READ8 routine 32
Load module Read blocks 21
structure 8 Reenterable attribute 12
Load module buffer 15 Refreshable attribute 13
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Register loading
load module processing 23
object module processing 22
Relative relocation 30
Relative relocation factor 45-50
Relocation

of A-type address constants 45-49
of Vv-type address constants 49,50

routine 52

using absolute relocation factor
using relative relocation factor

Relocation constant table 39
Relocation dictionary 9
Relocation factor 30,45
Relocation of address constant 45
branch type (V-type) 49
non-branch type (A-type) U5
Relocation routine 52
Renumber routine 26
Renumbering table (RNT)
in ESD processing 24,26
in TXT processing 28

REPLACE and CHANGE statement processor

REPLACE statement
processing of 43
REPLACE/CHANGE list 24
REPLACE/CHANGE routine 25
Resolution processing 26
Reusable attribute 12
RID 9
flag field processing 30
position pointer 9
relocation pointer 9
RLD buffer 29
RLD note list 29,30
RLD records
in module siructure 9,10
processing of 29

Scatter format

attribute 13

module structure for 11,12
Scatter load option 11
Scatter table 12,43

Scatter/translation record 12,11,43

Second pass processing

general 14

operation 44
Second pass processor 44
Second pass RLD input buffer 44
Second pass RLD output buffer 45
Second pass text buffer 44
Section definition (SD) 24

non-resolution processing of 25

resolution processing of 27
Segment length table (SEGLGTH) 39
Segment relocation constant (SRC)
SEGTAB 12

building of 43
computing size of 3¢
SEGTAl 27,33,50
Serially reusable attribute 1
"Split" address constants &4,
Standard DD names 17
STOW macro instruction 15,35,%
SYM processor
in object module processing IL
SYM recoxrd 10
in input procesczing 14
Symbol resolution 24
SYNAD routine 90
SYSLIB 14,1u.1
SYSLIN 14
SYSLIN buffer 15
SYSLIN DCB, use of 17
SYSLMOD 14
SYSPRINT 14
System status index 3>
SYsuTi 12,14

[S1 S8}

o
5

Temporary linked addresses 39
Temporary relocation constant
TEST option
attribute 13
in load module processing
in object module processirc
module structure fcor 11
Text I/0 control table IR
Text I/0 table 28
Text note list 28
Text records
deletion of 28
dense 29
dummy 45
in module structure 8,11
ioose 29
processing of 2€
Translation table 11.43
TTR list 45,54
TXT and RLD processor
in loaé¢ module processing 23
in object module processing 22
operation 28
TXTIOT routine 28
Unknown (U} fermat 14.1
Upward call 61l

Vector table 2

V-type address constants
ESD items for 24
relccation of 49

Weight factor 21

XDAP 45
XREF option 56
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